


Your First Meteor Application
A Complete Beginner's Guide to Meteor.js

David Turnbull

©2014 David Turnbull



Tweet This Book!

Please help David Turnbull by spreading the word about this book on Twitter!
The suggested hashtag for this book is #meteorjs.

Find out what other people are saying about the book by clicking on this link to search for this
hashtag on Twitter:

https://twitter.com/search?q=#meteorjs


http://twitter.com
https://twitter.com/search?q=%23meteorjs
https://twitter.com/search?q=%23meteorjs

Contents

1. Introduction . . . . . . ... 1
1.1 Screencasts . . . . . ... e 2
1.2 Prerequisites . . . . . . . . L e 3
1.3 WhatYoullNeed . . . . . . . .. . 4
14 Summary . . . . ... e e e 5
2. Getting Started . . . . . . ... 6
21 CommandLine . ... ... ... ... ... 7
2.2 Installing Meteor . . . . . . . ... 9
2.3 Installing Meteor (Alternative) . . . . . . ... ... ... 11
24 SUmMmary . ... e e 12
3. Projects . . . . . . L 13
3.1 CreateaProject . . . . . . . . L 15
3.2 Local Servers . . . . . . . ... 19
3.3 Default Application . . . . . ... ... L L 23
3.4 Summary ... e e 25
4. Databases, Part1 . . . . . . . . . . 26
41 MongoDBvs.SQL . . . . . . ... 27
4.2 CreateaCollection . . . . ... ... . ... ... . ... 28
43 InsertingData . . . . . ... . ... 30
44 FindingData. . . . . . . .. 33
45 SUmMmAry . . ... . e e 35
5. Templates . . . . . . . . . L 36
51 CreateaTemplate . . . . . . . . . ... ... 37
52 Clientvs.Server . . . . . . . . ... 39
53 CreateaHelper . . . . . .. . . . e 44
54 EachBlocks . . . ... ... 48
5.5 Summary ... ...l e e e 51
6. Events . . . . . . .. e 52
6.1 CreateanEvent . . . . . ... ... . ... 53
6.2 EventSelectors . . . . . .. ... 55
6.3 Summary . . ... 57

7. SESSIONS . . . . . . e e e 58



CONTENTS

7.1 Createa Session . . . . . . . . . . . e e e e 59
7.2 ThePlayer’sID . . . . . . . . . . . 61
7.3 Selected Effect, Part 1 . . . . . . . . . . . 63
7.4 Selected Effect, Part 2 . . . . . . . . . . 65
7.5 SUMMATY . . . o v v et e e e e e e e e e e e e e e e e 68
8. Databases, Part 2 . . . . . . . . .. 69
8.1 Give5Points . . . . . ... 70
8.2 Advanced Operators,Part 1. . . . . . ... ... ... ... 72
8.3 Advanced Operators,Part2. . . . . . .. ... .. .. ... 77
8.4 Sorting Documents . . . . . . . ... L 79
8.5 Individual Documents . . .. .. . . . . . . .. ... 82
8.6 Summary . . . ... 84
9. Forms . . . . . . . .. e e 85
9.1 CreateaForm . . . . . . . . . . . . . e 86
9.2 The “submit” Event . . . . . . . . . . . .. 88
9.3 The Event Object, Part 1 . . . . . . . ... ... . ... 89
9.4 The Event Object, Part2 . . . . . ... ... .. ... ... ... ... ... 91
9.5 Removing Players . . . . . . . . ... .. 94
9.6 Summary . . .. ... e 95
10.Accounts . . . . . . L e e 96
10.1 Login Providers . . . . . . . . . . 97
10.2 Meteor.USers . . . . . . . . o i e e 99
10.3 LoginInterface . . . . . . . . . . ... 100
10.4 Logged-in Status . . . . . . . . ... 103
10.5 One Leaderboard Per User . . . . . . . . . . . . . . . . ... ... ...... 104
10.6 ProjectReset . . . . . . . . . . 107
10.7 SUMMATY . . . o v et e e e e e e e e e e e 108
11.Publish & Subscribe . . . . . . . . . ..o 109
11.1 Data Security . . . . . . . L 110
11.2 autopublish . . . . . .. .. 112
11.3 dSSEIVEr . . . . . . e e e e 114
11.4 Publications . . . . . . . . . . . e 115
11.5 Subscriptions . . . . . . ... 116
11.6 Precise Publications . . . . . . . . . . . ... e 117
117 SUMMATY . . . o v e e e e e e e e e e e e e e e 119
12.Methods . . . . . . . .. e 120
12.1 CreateaMethod . . . . . . . . . . . . . e 121
12.2 Inserting Data (Again) . . . . . . . . . . . . ... 123
12.3 Passing Arguments . . . . ... ... o 125
12.4 Removing Players (Again) . . . ... ... ... ... ... .. 127
12.5 Modifying Scores . . . . . . . ..o 129
12.6 SUMMATY . . . . . o e e e e e e e e e 132



CONTENTS

13.5tructure . . . . .. L. e e e 133
13.1 Your Project, Your Choice . . . . . . . .. . .. ... .. 134
13.2 Thin Files, Fat Files . . . . . . . . . . . . o 135
13.3 Folder Conventions . . . . . . . . . . . . . . . . e 136
13.4 Other Special Folders . . . . . . . . ... .. . ... 137
13.5 Boilerplate Structures . . . . . . . ... 138
13.6 SumMmary . . . . ... e e e 139

14.Deployment . . . . . . . . ... 140
14.1 Deploy to Meteor.com . . . . . . . . .. e 141
14.2 Alternative Solutions . . . . . . . . . . . ... 142



1. Introduction

I built my first website at the age of twelve. It was an ugly thing with an animated background,
bright yellow text, and a number of suggestions to “Sign My Guestbook”. But even these humble
beginnings made me feel like a wizard. Here, I'd turned this blank page into something more
with just a few lines of code and now people from around the world could see what I'd done. As
the stereotypical quiet kid, I'd never come across something so empowering.

In the years that followed, I spent my days dabbling in PHP and Rails and other technologies to
build more feature-rich websites. But while I managed to turn this process into an enjoyable
career from a young age, I struggled to recapture the magic of throwing HTML, CSS, and
JavaScript into a file and seeing the results appear. Building something for the web had become
a lot more powerful but also more complex.

Then I discovered Meteor.

I remember seeing version 0.5 on Hacker News and thinking, “This looks interesting,” but I was
busy with other projects and didn’t look too deep into it. Maybe once it’s matured, 1 thought.
Then I saw it pop up a few more times and, around version 0.8, spent an afternoon following
some tutorials. Quite quickly, I realised this Meteor thing was a heck of a lot of fun.

Because while Meteor is powerful, it has an unparalleled element of simplicity and elegance — the
web developer’s equivalent of an Apple product, I suppose. You only need a basic understanding
of the classic trio — HTML, CSS, and JavaScript — and, in a matter of days, you can be building
feature-rich and real-time web applications.

Repeatedly, Meteor has been described as “magical” and, while that downplays the impressive
work of its developers, it’s hard to find another word to describe the feeling of working with it.
At every turn, things seem to just work, and once-frustrating problems like building real-time
interfaces no longer need solving. If you ever saw that infamous “build a blog with Rails in 15
minutes” video, it’s like that, but on a whole other level.

Is Meteor perfect? No. Nothing is. But unless you have a highly specialised use-case, the benefits
of working faster, writing less code, and building something that harnesses the cutting-edge of
the web’s technologies probably outweighs any of the negatives you’ll encounter (and with each
release, the list of negatives continues to dwindle anyway).

If you’re hesitant to believe the hype though — maybe you’re reading this book just to make sure
you’re not missing out — then I’'m sure you’ll be convinced by the final page.

We'll cover a lot of ground over the next few hours, walking through a gentle but broad
introduction to what might possibly be the best way to build an application for the web.

Let’s begin.


https://www.youtube.com/watch?v=tUH1hewXnC0
https://www.youtube.com/watch?v=tUH1hewXnC0
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1.1 Screencasts

I've put months of work into this book and I'm sure you’re going to love it. You might, however,
also like to check out a video training series that I've put together. The series covers the same
topics as the book, with the same end in mind, but many would agree that it’s easier to learn
about programming by watching a video rather than reading a book.

To check out the video training series, visit:
http://meteortips.com/screencasts

The course includes:

« Over 2 hours of video footage.
+ Detailed instruction for beginning developers.
« Free updates over the coming weeks and months.

It’s available for $39 and comes with a 30-day money-back guarantee to make sure you have
plenty of time to decide whether or not the product is right for you.


http://meteortips.com/screencasts
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1.2 Prerequisites

I've read many technical books over the years and have found that authors use the phrase “for
beginners” a little too liberally. I remember one book about iOS development, for instance, that
had an extremely technical explanation of a particular concept in the second chapter, only for
the author to finish the paragraph by saying, “But you don’t need to know this yet..” Then I
spent the rest of the chapter wondering why they’d bothered to mention this concept in the first
place. (It’s technically possible to skip parts of a book, of course, but the tricky part of being a
beginner is not knowing what you can skip.)

To avoid this throughout the coming pages, let me start by explaining what you won’t need to
successfully make the most of the content inside this book:

1. You won’t need prior experience with Meteor. I won’t dwell on what Meteor is — it’s
a JavaScript framework for building real-time web applications — or its (relatively short)
history, but I will show you how to install it, how to run Meteor applications on your local
computer, and all of the other basic details to get you going.

2. You won’t need to have made a web application before. There are theoretical aspects
of coding web applications that we won’t talk about, but if you’re primarily (or entirely)
a front-end developer, that’s fine. You’ll at least grasp the practical side of things.

3. You won’t need to consult any other sources along the way. You're free to read other
books and tutorials if you want but I won’t expect you to read the official documentation
or turn your eyes away from this book.

You will, however, need some background knowledge:

1. You will need a basic understanding of JavaScript. This means familiarity with
variables, loops, conditionals, and functions. You won’t need to be a JavaScript ninja, so
even a basic level of front-end development experience will be enough to make progress,
but the more familiar you are with JavaScript, the easier this process will be.

2. You will need a basic understanding of databases. This means familiarity with tables,
rows, columns, and primary keys. You won’t need to be a database whiz — your grasp of
databases can be less comprehensive than your grasp of JavaScript — but if you’ve come
into contact with something like MySQL before, that’ll be a big plus.

If you need any of these skills, or want a refresher, visit the “Resources” section of meteortips.com
to find the relevant training material that I recommend.


http://meteortips.com/resources
http://meteortips.com
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1.3 What You'll Need

You don’t need much “stuff” to develop with Meteor. This might seem like a minor detail, but
a notable roadblock when getting started with other frameworks is the need to install software
and mess around with configuration before getting the chance to write some code. With Meteor
though, there’s really only three things you’ll need:

First, you’ll need a computer with any of the major operating systems — Windows, Linux,
or Mac. As of writing these words, Meteor is officially supported on Mac and Linux but there are
ways to develop on a Windows machine. In either case, official support for Windows is coming
in the future (although the precise date of that milestone is unclear).

Second, you’ll need a text editor. Here, there’s no precise requirements. If you want to write
code in Notepad, then so be it. I'm quite fond of Sublime Text 3 — a cross-platform editor with
plenty of neat plugins and productivity-centric features — but we won’t waste time on fancy
power-user tricks that’ll leave you feeling left out.

Third, you’ll need a relatively modern web browser. This is what we’ll use to preview our
web applications on our local machines. Google Chrome is my browser of choice and it’s what I
recommend. If you're familiar with the development features of Safari or Firefox, then feel free
to use them, but all of the examples in this book will make use of Chrome.

You’'ll also need Meteor itself, of course, and we’ll install that in the next chapter.


http://sublimetext.com
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1.4 Summary

Every chapter of this book ends with a summary of everything we’ve just covered in that chapter.
Over the last few pages, for instance, we've learned that:

« Meteor is a fascinating framework that is great for beginning developers who have never
built a web application before.

« You won’t need a lot of background knowledge to get started with Meteor, but the more
you know about JavaScript development and database theory, the better.

+ You don’t need much stuffto get started with Meteor. There’s a very short distance between
learning about Meteor and actually writing code.

Along the way, I'll also share a number of exercises to flex your Meteor-centric muscles. You
don’t have to do these exercises right away — in most cases, I'd suggest doing them after you’ve
completed the main project we’ll be working on — but I would suggest tackling each and every
one of them at some point. You’ll be more than capable of solving the problems they present and
each one will deepen your understanding of the framework.



2. Getting Started

Since books are not two-way conversations, I can’t be sure of what you do and don’t know about
building web applications. Maybe you’ve built entire applications with Rails before. Maybe you
started learning JavaScript last week and have no idea of what you’re getting yourself into.

Because of this, I'll assume two things in the coming chapter:

1. You haven’t operated a computer with the command line.
2. You haven’t installed Meteor.

If these assumptions are wrong, feel free to skim this chapter. If these assumptions are not wrong
though, then we’ll cover the basics to get you writing code as soon as possible.
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2.1 Command Line

Once upon a time, computers didn’t have graphical user interfaces with buttons, windows,
and menus. Instead, users controlled their computers by typing out commands and tapping the
“Return” key. In response to these commands, the computer would do something.

These days, command line interfaces as they’re known — CLI for short — are used by people who
forgot to update their operating systems, and computer programmers. Because while graphical
interfaces are convenient and simple to use, they re also time-consuming to create and ultimately
slower to use.

For these reasons, there’s no “Meteor” application with an icon that we double-click to launch
and there’s no menu system for us to navigate. It’d waste the developers of Meteor’s time to
create such a thing and any developer with a bit of command line experience will prefer the
keyboard-only approach anyway.

To get started with writing our first commands, we’ll need to open our operating system’s
command line application. All major operating systems have one of these applications but the
name will vary depending on the system:

« On Mac OS X, the name of the command line application is Terminal.
+ On Windows, the name of the command line application is Command Prompt.

+ On Linux, the name of the command line application will depend on the distribution, but
if you’re using Linux, then you probably know what you’re doing.

After finding the command line application on your machine, open it up so we can start writing
some commands. The next step is to install Meteor itself.
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e0e 4 davidturnbull — bash — 80x24
B

Last login: Wed Oct 29 11:28:38 on ttys@e@

You have new mail.
Davids—iMac:~ davidturnbulls [

The command line application on Mac OS X.
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2.2 Installing Meteor

At the moment, Meteor is officially supported on:

« Mac: OS X 10.6 and above
« Linux: x86 and x86_64 systems

Official support for Windows is coming in the future but, if you’re a Windows user, skip to the
next chapter for the time being. Getting started with Meteor on your machine is simple enough
but the process is different.

For the rest of us, start by typing the following into the command line:
curl https://install.meteor.com/ | sh

I copied this command from meteor.com/install and it’s the command we use to both download
and install Meteor.

[ NON & davidturnbull — bash — 80=24

Last login: Wed Oct 29 11:2B8:38 on ttys@ee =]
You have new mail.
Davids—iMac:~ davidturnbull% curl https://install.meteor.com/ | sh

Pasting the command into Terminal.
Just tap the “Return” key and your computer will:
1. Connect to install.meteor.com.

2. Download the latest version of Meteor.
3. Install the software.


http://meteor.com/install
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During this process, you may be asked to enter the administrative password for your computer.
This is to simply confirm that you have the correct permissions to install the software. Just enter
your password and tap the “Return” key for a second time.

[ NON ] & davidturnbull — bash — 80=24
Davids—iMac:~ davidturnbull% curl https://install.meteor.com/ | sh =]
% Total % Received % Xferd Average Speed Time Time Time Current
Dload Upload Total Spent Left Speed
ige 6117 8 6117 B B 1451 B —:i——:— B:00:04 —:-——:— 1451

Removing your existing Meteor installation.
Downloading Meteor distribution

180. 0%

Meteor 1.8 has been installed in your home directory (~/.meteor)
Writing a launcher script te fusr/local/bin/meteor for your convenience.
This may prompt for your password.
Password:
To get started fast:
$ meteor create ~/my_cool_app
$ cd ~/my_cool_app
$ meteor
Or see the docs at:

docs.meteor.com

Davids-iMac:~ davidturnbulls [
T

Meteor is now installed.

The installation process shouldn’t take long and, once a confirmation message appears inside the
command line, that’s it. Meteor is now installed.
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2.3 Installing Meteor (Alternative)

If you're a Windows user, or if you’re running an older and unsupported version of Mac or Linux,
the easiest way to get started with Meteor is to register an account with Nitrous.io. This service
provides space “in the cloud” for developers to build software using a web-based IDE (which is
quite good) or a text editor on your local machine.

Here’s what you need to do:

1. Register for an account.
2. Create a “Box” using the “Node.js” template.
3. Install Meteor with the “autoparts” feature.

This might seem like an oversimplified set of instructions but the registration process will guide
you through everything you need to know. Then, once you’re done, you’ll be able to:

1. Run commands through the web-based command line.
2. Preview your application from within the web browser.
3. Manage your files as you normally would.

There’s no real catch at all, to be honest. The process is just different to the normal approach,
rather than worse.


http://nitrous.io
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2.4 Summary

In this chapter, we’ve learned that:

+ Before computers had graphical interfaces, they were controlled through the use of
commands. These days, commands are heavily used by developers.

+ Meteor is officially supported on Mac and Linux but it’s just a matter of time before official
support arrives for Windows.

« If you're a Windows user, Nitrous makes it possible to develop Meteor applications from
any sort of machine.

To gain a deeper understanding of what we’ve covered:

« Read through The Command Line Crash Course. This isn’t necessary reading but, the more
you know about the command line, the more productive you can be.


http://cli.learncodethehardway.org/book/

3. Projects

The biggest mistake that most beginning developers make is attempting to learn “how to make a
web application” without having a precise idea of what they’re trying to make. This is like driving
to a new destination without a map. You might make a little progress in the right direction but
you probably won’t get where you need to go. You don’t have to have everything figured out
from the beginning but you do at least need a direction.

With this in mind, we’re going to build Leaderboard — one of the original applications that was
designed to show off the features of Meteor. Here’s what it looks like:

® o D Leaderboard x

€« C [ leaderboard.meteor.com

4
n

Gustav 14325
Gans 4821
Chuck Norris 1200
Snug 955
mike 725

Click a player to select

It’s not the prettiest thing in the world.

I’'ve chosen Leaderboard as our project for two reasons:

13
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First, the application already exists. It’s something we can play with. This means we’re able to
get a good idea of what we’re trying to build before we write a single line of code (and this alone
will help a lot).

Second, the application is simple. This means we don’t have to worry too much about the
conceptual aspect of building software (which is usually the most difficult part). Instead, we can
focus on learning Meteor itself.

Before we continue, visit leaderboard.meteor.com and play around with the original application.
While doing this, take note of its core features:

There’s a list of players.

Each player has a score.

Players are ranked by their score.

You can select a player by clicking on them.
+ You can increment a selected player’s score.

We'll create additional features in later chapters but even this relatively short list will allow us
to cover a most of Meteor’s core functionality.


http://leaderboard.meteor.com
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3.1 Create a Project

To start creating our first Meteor application, we’ll need to create our first project, and a project
is the self-contained set of files that forms the foundation of an application. You can use the word
“project” and “application” synonymously but “project” is better-suited when talking about the
application as it’s being developed.

Every project will be different but will generally contain:

« HTML files, to create the interface.

« CSS files, to assign styles to the interface.
« JavaScript files, to define application logic.
« Folders, to keep everything organised.

A project can contain other types of files, like images and CoffeeScript files, but we’ll keep things
as simple as possible throughout this book and only work with what we need.

In a moment, we’ll create our first project for our Leaderboard application but, first, we’ll create
a folder to store our Meteor projects. We don’t have to create this folder but, for the sake of
keeping things organised, it’s a good idea.

Now, of course, we could just select the “New Folder” option from the “File” menu, but to get
accustomed to the keyboard-only approach to web development, enter the following command
into the command line:

mkdir Meteor

And then tap the “Return” key.
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[ ] @ &% davidturnbull — bash — 80x24
Davids-iMac:~ davidturnbull$ mkdir Meteorfl B

Creating a folder with the mkdir command.

This mkdir command stands for “make directory” and it’s the command we use to create a
directory. Here, we’re naming the directory “Meteor”, as indicated by the value we're passing
through after the command, but you can call the folder what you want. The precise location
where the folder is created will depend on what platform you’re using but, at least on Mac OS
X, it’'ll appear inside the “Home” directory. (And if you can’t find the “Meteor” folder that we’ve
just created, use the search functionality on your computer.)

With this directory in place, we can navigate into it by writing:
cd Meteor

This cd command stands for “change directory” and it’s the command line equivalent of double-
clicking on a directory from within the graphical interface. After tapping the “Return” key, we’ll
be inside the “Meteor” directory.
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® ® [ Meteor — bash — 80x24
Davids—iMac:~ davidturnbull$ mkdir Meteor
Davids—iMac:~ davidturnbull$ cd Meteor
Davids-iMac:Meteor davidturnbulls [

Navigating into the “Meteor” folder.

To then create a Meteor project inside this directory, use the following command:

meteor create leaderboard

This command has three parts:

« The meteor part defines this as a command for Meteor itself.
 The create part clarifies that we want to create a Meteor project.
+ The leaderboard part is the name we’re assigning to our project.

After running this command, a “leaderboard” directory will appear inside the “Meteor” folder

and, by default, this folder will contain three files:

« leaderboard.html
« leaderboard.css
« leaderboard.js

It will also contain a hidden folder — .meteor — but if your operating system hides this folder

from view, that’s fine. We won’t be touching it.
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4 items, 52.69 GB available

MName ~  Date Modified
¥ [ leaderboard 11:38 am
" leaderboard.css 11:38 am 31 bytes
@ leaderboard.html 11:38 am 224 bytes
" leaderboard.]s 11:38 am 478 bytes

Inside our project’s folder
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3.2 Local Servers

Web applications are not like static websites. We can’t just open the leaderboard.html file and
see the dynamic wonders of a Meteor application. In fact, if we open that file in Chrome, all we’ll
is see some static text:

® @ leaderboard * Person 1

C | [ filex///Users/davidturnbull/Mete... ‘.T,:?

Welcome to Meteor!

{{> hello}}

There’s nothing dynamic about this.

To get our web application working, we need to launch what’s known as a local server. This is a
web server that runs on our local machine, which allows us to:

1. See the processed results of our JavaScript code.
2. Run a database on our local machine.

If you’ve used an application like MAMP for development with PHP and MySQL, this will be
familiar, but if all of this sounds new and scary, don’t worry. It’s simple in practice.

Through the command line, let’s first change into the “leaderboard” directory:
cd leaderboard

Then enter the following command:

meteor run

Here, the meteor part defines this as a Meteor command and the run part clarifies the precise
action we want to take. In this context, we’re attempting to run the local server.
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®Ce leaderboard — node — 80x24

Davids—iMac:~ davidturnbull$ mkdir Meteor =
Davids—iMac:~ davidturnbull$ cd Meteor

Davids—iMac:Meteor davidturnbull$% meteor create leaderboard

leaderboard: created.

To run your new app:

cd leaderboard

meteor
Davids—iMac:Meteor davidturnbull$ cd leaderboard
Davids—iMac: leaderboard davidturnbull$ meteor run
[[[[[ ~/Meteor/leaderboard ]11]]]

> Started proxy.
> Started MongoDB.
> Started your app.

> App running at: http://localhost:30002/

Starting the local server.

After tapping the “Return” key, the following should appear in the command line:

=> Started proxy.

=> Started MongoDB.

=> Started your app.

=> App running at: http://localhost: 3000/

These lines confirm that the local server is starting and that last line provides us with a URL that
we can now use to view our Meteor project in a web browser: http://localhost:3000.

Navigate to this URL from inside Google Chrome and notice that we’re not seeing some static
text like before. Instead, we're seeing a real, functional web application. The application itself is
the result of the code that’s included with every Meteor project by default, and while that result
is not too interesting, we have taken a step in the right direction.


http://localhost:3000

Projects

eCe / [ leaderboard
-

%\ Person 1
iy =

€ - C' [ localhost:3000

Welcome to Meteor!

Click Me

You've pressed the button O times.

This is the default Meteor application.

To continually see the results of our code, we’ll need to keep the local server running. This simply

means leaving the command line open from this point onward. You will, however, need to open
a separate tab or window to write further commands:

®_® leaderboard — bash — 80x24

node | bash +
Last login: Wed Oct 29 11:34:29 on ttys@81l
You have new mail.

L]
Davids-iMac: leaderboard davidturnbulls fJ

A separate tab for running commands.

To stop the local server, either quit out of the command line or, with the command line in focus,
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press the CTRL + C combination on your keyboard. To then start the local server again, use the
same command as before:

meteor run

Just make sure you’re inside a project’s folder before running the command.
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3.3 Default Application

The application we see inside the browser at this point is a result of the code that’s included with
every Meteor project by default. It’s nothing special but, if we click the “Click Me” button, the
number on the screen will increment. This provides a very vanilla demonstration of Meteor’s
real-time features but the precise code behind this application isn’t important. We'll cover a far
greater scope throughout the course of this book anyway:.

For the moment, open the files inside the project’s folder and delete all of the code. Don’t event
look at the code. Just get rid of it. We want to start from a completely blank slate.

Once that’s done, type the following into the JavaScript file:
console.log("Hello world");
Save the file, then open the JavaScript Console from inside Google Chrome:
1. Click on the View menu.
2. Hover over the Developer option.

3. Select the JavaScript Console option.

A pane should open at the bottom of the browser window and this pane will display the “Hello
world” text that we just passed through the console. log statement.

® ® | " leaderboard * Person 1
< C' | [ localhost:3000 i —
@, [] Elements MNetwork Sources Timeline Profiles » = -ﬂ- |:|‘ X

& W <topframe> ¥ [ |Preserve log
Hello world leaderboard, jsil

>

The “Hello World” text appears inside the JavaScript Console.
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If all of this is familiar, great. If it’s not familiar though, then know that console. log statements
are used to see the output of code without creating an interface to display that output. This means
that, before we invest time into creating an interface, we can:

1. Confirm that our code is working as expected.
2. Fix any bugs that may arise.

We can also use the JavaScript Console to:

1. Debug our application.
2. Manipulate our application’s database.

As such, leave the Console open from this point onward. You can, however, delete the
console. log statement from inside the JavaScript file.
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3.4 Summary

In this chapter, we’ve learned that:

+ The first step in building a web application — and in learning how to build a web
application — is to have a clear idea of what you’re trying to build.

+ The command line can be used to achieve familiar tasks, like creating and navigating
between folders.

« When developing a Meteor application, we refer to it as a “project”, and we can create a
project with the meteor create command.

« To run our applications on our local machines, we can use the meteor run command to
start a local web server.

« We can use console. log statements and the JavaScript console as a very handy companion
during Meteor development.

To gain a deeper understanding of Meteor:

« Play around with the original Leaderboard application (if you haven’t already). It doesn’t
have a lot of features but that just means there’s no reason you can’t have a very clear
grasp of its functionality.

+ Close the command line application, then open it again and get back to where you were.
You should be able to navigate back into your project’s folder with the cd command and
start the local server with meteor run.

« Create a second Meteor project. Use this project to play around with code whenever you
learn something new and feel free to put the book down at any point to experiment on
your own accord.

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/345f533a0e63ec9a63ce814073bab5bea4225a13

4. Databases, Part 1

One of the trickier parts of writing a technical book is deciding when to introduce certain ideas.
The topics that need to be taught are consistent between books but the order in which you talk
about them can drastically affect the reader’s ability to grasp certain content.

More often than not, for instance, technical authors try to talk about creating an interface as
soon as possible. This is because it’s fun to immediately see the visual results of your code and
it’s nice to feel like you’re making quick progress. But this approach does introduce a couple of
problems:

1. It’s harder to grasp anything relating to the front-end (the interface) when you’re not yet
familiar with what’s happening on the back-end (the database, etc).

2. If we talk about the front-end first, we’ll have to back-track in the next chapter anyway,
so any sensation of making quick progress is short-lived.

As such, we won’t start by talking about how to create the interface for a Meteor application.
Instead, we’ll talk about creating and managing a database for our project. This is not a “sexy”
topic, but if we spend a few minutes covering the fundamentals, you’ll have a stronger foundation
for the rest of the book.

26
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4.1 MongoDB vs. SQL

If you've been building stuff on the web for a while, you’ve probably come into contact
with a database. Maybe you’ve installed a copy of the WordPress blogging platform. Or used
phpMyAdmin. Or even built a piece of web software with a language like PHP. In these cases,
you would have come into contact with an SQL database.

By default, every Meteor project comes with its own database. There’s no setup or configuration
required. As soon as you create a project, the database is also created, and whenever the local
server is running, so is the database. This database, however, is not an SQL database. Instead,
it’s what’s known as a MongoDB database.

If you’ve never come across MongoDB before, you might be a little worried, but there’s no need to
be. MongoDB databases are different from SQL databases but, as far as a beginner is concerned,
these differences are small.

For the moment, you only need to know two things:

First, there’s no other type of database available for Meteor. If you’d like to use an SQL
database, for instance, it’s just not possible as of writing these words. Other options will be
available in the future but the timeline isn’t clear.

Second, MongoDB uses different words to describe familiar concepts. We won’t, for instance,
use words like tables and rows, but the concepts are basically the same. You can see the differences
in this table:

SQL MongoDB
database database
table collection
row document
column field
primary key primary key

MongoDB vs. SQL

It is tricky to think of familiar concepts with different words but, as we progress through this
book, I'll remind you of what the new words mean.



Databases, Part 1 28

4.2 Create a Collection

The core feature of the original Leaderboard application is the list of players. Without a list of
players appearing inside the interface, we can’t build anything else of value. Therefore, it’s a
good place to start — from the “middle” and working outward toward the finer details.

Knowing this, we can ask ourselves two questions:

+ Where do we store the data associated with each player?
« How do we display this data from within the interface?

We’ll answer that second question in the next chapter, so let’s focus on the first one: “Where do
we store the data associated with each player?”

The facetious answer would be “in a database”, but the far more useful answer would be “in a
collection”, and as shown in the previous section, a collection is equivalent to an SQL table.

To illustrate the purpose of a collection, imagine we’re creating of our own version of WordPress
with Meteor. If that were the case, we’'d create a collection for the posts, a collection for the
comments, and a collection for the pages. We'd create a collection for each type of data. Since
we're creating this Leaderboard application though, we’ll create a collection for the players.

To do this, open the JavaScript file and write the following statement:
new Mongo.Collection('players');

Here, we're creating a collection named “players” inside our project’s MongoDB database. You
can name the collection whatever you like but it does have to be unique. If the name is not
unique, Meteor will return an error.

Despite this line of code though, we still have a problem: there is no way for us to reference this
collection, and therefore, we have no way of manipulating it.

To fix this, we’ll place our collection inside a variable:
PlayersList = new Mongo.Collection('players');

But notice that we didn’t use the var keyword, and that’s because we want to create a global
variable. This means we’ll be able to reference and manipulate the collection throughout all of
our files, rather than within a much more limited scope.

To confirm that the collection exists, save the file and switch back to Google Chrome. Then enter
the name of the collection’s variable into the Console:

PlayerslList
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You should see something like the following:

e0ce / [ leaderboard * \T Person 1
—

€ - C [ localhost:3000 A —
Q Elements Network Sources Timeline Profiles » = £ 0O, x
& W <topframe> w [ |Preserve log
» PlayersList
» Mongo.Collection {_makeNewID: function, _transform: null,
_connection: Cennection, _cellection: LocalCollection, _name: "pl
ayers'.}
>

The collection exists.

This shows that the collection is working as expected.

If an error’s returned though, it’s probably because you mistyped the name of the variable or
made some other syntactical mistake. If an error is not returned, then you’re ready to continue.

29
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4.3 Inserting Data

When we want to insert data into a MongoDB collection, we have three options. We can insert
data through the JavaScript Console, through the JavaScript file, or through a form in the
interface. We’ll use all three options throughout this book but it’s the first option that is the
simplest to get started with, so let’s begin there.

Inside the Console, write the following:
PlayerslList.insert();

This is the syntax we use to manipulate our collection. We start with the variable associated with
our collection — this “PlayersList” variable — and then attach a function to it. In this case, we're
using the insert function, but there’s other functions available like find, update, and remove
(and we’ll cover all of these soon enough).

But while we have a valid function in place, we need to pass some data between the brackets for
this statement to do anything. (If we tapped the “Return” key at this point, the function would
execute but nothing would be inserted into the collection.)

What we need to do is pass JSON-formatted data between the brackets. This data will then be
inserted into the collection. If you’re not familiar with the JSON format, look at this:

name: "David",
score: 0

Here, there’s a few things going on:

First, this data is wrapped in a pair of curly braces. This is how we distinguish our JSON data
from the rest of the code. When writing application logic, curly braces signify the use of JSON.

Second, we’ve defined a pair of keys. These keys are known as name and score, and in MongoDB
terminology, these are the names of the fields inside our collection. So because every player in
the collection will have a name and a score associated with them, we create these name and score
fields that can hold these values.

Third, we’ve defined the values associated with our keys. In this case, the value of the name field
is “David” and the value of the score field is “0” (without quotes).

And fourth, we've separated these key-value pairs with commas. This is because the JSON format
ignores white-space so the commas are required for the sake of structure.

Knowing this, we can pass this data between the brackets of the insert function:
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PlayersList.insert({
name: "David",
score: 0

});

This is a complete insert function and, if we type this into the Console and tap the “Return”
key, a document will be created inside the “PlayersList” collection. Documents are equivalent to
SQL rows and, at this point, our intent is to create one document for every player we want in our
collection. So if we want our leaderboard to contains six players, we’ll use the insert function
six times, thereby creating six documents.

® ® | " leaderboard x Person 1

<« C [ localhost:3000 e

Q@ [] Elements Network Sources Timeline Profiles » »= #f O,

& W <topframe> ¥ [|Preserve log

> PlayersList.insert({
name: "David",
score: @
1
"KxBDHTBEApGOTFMSx"
b3

Inserting data.
To achieve this, we use the same syntax (and even the same values, if you like). We just need to

individually enter each statement into the Console:

PlayerslList.insert({
name: "Bob",
score: @

1)
But like I said before, the white-space is ignored, so it’s fine to write:

PlayersList.insert({ name: "Bob", score: 0 });
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Also notice that, after creating each document, a random jumble of numbers and letters appears
in the Console. This jumble is a unique ID that’s automatically created by MongoDB and
associated with each document. It’s known as the primary key and it’ll be important later on.
For now, just note that it exists so you’re not surprised when we talk about it again.

Before we continue, insert a few more players into the collection. The example application has
six players and that should be enough.

The players in my list are:

« David
« Bob

+ Mary
. Bill

+ Warren
o Tim

...and they all have the score field set to a value of “0” (but again, without quotes).

ece /| leaderboard x| | Person 1 |

& - C [ localhost:3000 vl =

Lmd

Q [] Elements Network Sources Timeline Profiles » >= % O, =

® W <topframe> w [|Preserve log

e e e s Ee

» PlayersList.insert{{ name: "Bob", score: @ }};
"gwbITwfDjned2TMBe"

» PlayersList.insert{{ name: "Mary", score: @ });
"EvwC9gaabhEHLeuWs"

» PlayersList.insert{{ name: "Bill", score: @ });
"HLgMZkrYyQKcLLSJu"

» PlayersList.insert{{ name: “"Warren", score: @ });
"DyWsLaBimFPSXTGZs"

» PlayersList.insert{{ name: "Tim", score: @ }};
"rh?wvgch2sHONS viWW"

Inserting the remaining players.
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4.4 Finding Data

Now that we have a collection that contains some data, it makes sense for us to retrieve that
data. In the next chapter, we’ll retrieve the data through the interface of our web application, but
for now, let’s once again do it through the Console.

Inside the Console, write the following:

PlayersList.find();

Here, we’re using this find function. It’s used to retrieve the data from the collection and, because
we’re not passing anything between the brackets, this statement will retrieve all of the data from

the collection.

After tapping the “Return” key, the following will appear in the Console:

® ® | ] leaderboard ® Ferson 1

= C  [Y localhost:3000 rd i —

Q@[] Elements Network Sources Timeline Profiles » >z £¥ O, x

& % <topframe> ¥ [ |Preserve log

PlayersList.find()

b LocalCollection.Cursor {callection: Locallollection, sarter:
null, _selectorld: undefined, matcher: Minimongo.Matcher,
skip: undefined.}

Using the find function.

This, obviously, isn’t the most readable response to our statement. Our application can make
sense of it but we can’t. We can, however, pair it with a fetch function to convert the retrieved
data into an array:

PlayersList.find().fetch();

You’ll then see the following:
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® ® | ] leaderboard ® Ferson 1
<« C [ localhost:3000 e

Q@[] Elements Network Sources Timeline Profiles » >z £¥ O, x

® W <topframe> w Preserve log

PlayersList.find().fetch();
[¥ Object , ®0Object , »Object , »Object ,
_id: "KxBDHTBEApGQ7FMSx"
name: "Dawid"
score: @
» __proto__: Object

> Object , ® Object ]
B

Using the find and fetch function.

This result is easier to read and, if we click on the downward-facing arrows, we can see the data
associated with each document inside the collection, including.

« The _id field, which stores the unique ID of that document (the “primary key”).
+ The name field, which stores the name of a player.
+ The score field, which stores the score of a player.

But what if we wanted to retrieve a precise selection of data, rather than all of the data from a
collection? To achieve this, we can pass JSON-formatted data between the brackets:

PlayersList.find({ name: "David" }).fetch();

Here, we're passing a field name and a value through the find function and, as a result, we’re
able to retrieve only the documents where the the player’s name field is equal to “David”. In our
case, this will only retrieve a single document, but if our collection contained multiple players

with the same name, they would all be returned based on this query.

What’s also useful is our ability to count the number of documents in a collection by attaching
the count function to the find function:

PlayersList.find().count();

If you have six players (documents) inside the collection, these functions will return 6.
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4.5 Summary

In this chapter, we’ve learned that:

« After creating a Meteor project, a MongoDB database is automatically created for us and,
when the local server is running, so is the database.

» MongoDB is different from SQL, but the differences as a beginner are mostly insignificant.
If you have any database experience, you can grasp MongoDB.

« To store data inside our application’s database, we need to first create a collection. This is
possible with a single statement.

+ By using an insert function, we’re able to insert data into a MongoDB collection. This
data is structured in the JSON format.

« By using a find function, we’re able to retrieve data from a MongoDB collection. This data
can be easily navigated with the JavaScript Console.

« We can attach the fetch and count functions to the find function to change the final
output into either an array or a numerical value.

To gain a deeper understanding of Meteor:

+ Notice how we haven’t pre-defined a structure for our database. Instead, the database
structure is created on-the-fly as we use the insert function.

« In a separate project, create a MongoDB collection that stores a different type of data. You
might, for instance, want to create a collection that stores blog posts. What sort of fields
would that collection have?

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/d99147eb2f65d2019b1e672cdd0f3ec04f3c062a

5. Templates

In this chapter, we’ll start building the user interface for our application. This is where we’ll
create our first femplates.

To begin, place the following code inside the leaderboard.htm! file:

<head>
<title>Leaderboard</title>
</head>
<body>
<h1>Leaderboard</hi>
</body>

There’s nothing overtly special about this code — it’s just standard HTML — but there does
appear to be a few things missing:

» We haven’t included the html tags.
» We haven’t included any JavaScript files.
« We haven’t included any CSS files.

But we haven’t included any of these things because we don’t need to include them. Meteor
takes care of these details for us. It adds the html tags to the beginning and end of the file, and
it automatically includes any relevant resources (like JavaScript and CSS files).

This isn’t the world’s most remarkable feature but one of Meteor’s core principles is developer
happiness, so there’s plenty of time-saving features like this spread throughout the framework.

36
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5.1 Create a Template

Templates are used to create a connection between our interface and our JavaScript code. When
we place interface elements inside a template, we're then able to reference those elements using
our application logic.

To create a template, add the following code at the bottom of the HTML file:

<template name="leaderboard">
Hello World
</template>

Here, we're using this template tag, and also attaching a name to this template with the name
attribute. In this case, the name of our template is “leaderboard” and we’ll reference this name
in a moment from inside the JavaScript file.

If you save the file in its current state though, the template doesn’t appear inside the web browser.
It’s inside the HTML file, but nowhere else. This is because, by default, templates don’t appear
inside the interface. This might sound weird, but consider that, in some cases:

« You might want a template to appear at certain times.
« You might want a template to disappear at certain times.
+ You might want a template to appear in multiple locations.

As such, we need to manually include our templates inside the interface. This might feel like just
an extra step but it’ll become increasingly useful as we get deeper into development.

To make the “leaderboard” template appear inside the browser, place this tag between the body
tags inside the leaderboard.html file:

{{> leaderboard}}

Obviously, this isn’t HTML. Instead, the use of double-curly braces means this is the Spacebars
syntax, and Spacebars is the syntax we use in our HTML when we want something dynamic to
occur. We'll use Spacebars throughout this tutorial but, for now, know that:

1. All Spacebars tags use double-curly braces to distinguish themselves.
2. We only use the greater-than symbol when we want to include a template.

Based on these additions, the HTML file should now resemble:
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<head>
<title>Leaderboard</title>
</head>
<body>
<h1>Leaderboard</h1>
{{> leaderboard}}
</body>

<template name="leaderboard">
Hello World
</template>

...and after saving the file, the “Hello World” text from the “leaderboard” template should appear
inside the browser.

[ NON D Leaderboard x A\ Person 1

€ - C [ localhost:3000 s

Leaderboard

Hello World

The current interface.
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5.2 Client vs. Server

Before we continue, I want to demonstrate something. You don’t have to completely grasp what
we’re about to cover but do follow along by writing out all of the code yourself.

Inside the JavaScript file, write the following console. log statement:

console.log("Hello world");

This is the same log statement we wrote before and, after saving the file and switching to the
browser, you should see the “Hello world” message appear inside the Console:

@ @ | | Leaderboard bs Person 1
&« C [ localhost:3000 e —
Leaderboard
Hello World
Q EI Elements Network Sources » = -ﬂ- |:|‘><
® W <topframe> w [ |Preserve log

Hello world leaderboard,js:5

>

“Hello World” appears in the Console.

What I didn’t mention last time though is that, as a result of this statement, something else is
also happening, because if we switch to the command line, we can see that the “Hello world”

message also appears here:
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®Ce leaderboard — node — 80x24
node M bash 4+

== Meteor server restarted
I20141829-12:16:04.222(11)7 Hello world
== Meteor server restarted

m

“Hello World” appears on the command line.

This is significant because we’ve written one line of code that’s executed in two places. The
code is running on both the client (within the user’s browser) and on the server (where the
application is hosted).

But why does that matter?
There’s a few reasons, but here’s one example:

Ever since we created the “PlayersList” collection, the following statement has been running on
both the client and the server:

PlayersList = new Mongo.Collection('players');

But the code doesn’t do the same thing in both places. When the code is executed on the server,
a collection is created inside the MongoDB database. This is where our data is stored. When the
code is executed from inside the user’s web browser though — from the client — then a local
copy of that collection is created on that user’s computer. As a result, when the user interacts
with our database in any way, they’re interacting with a local copy. This is partly why Meteor
applications are real-time by default. Data is manipulated on the user’s local machine and then
invisibly synced in the background with the actual, server-side database.

If this all sounds a bit too conceptual though, fear not. You don’t have to understand the finer
points of Meteor’s “magic”. You just need to grasp that one line of code can:

1. Run in two different environments (on the client and on the server).
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2. Behave differently depending on the environment.

That said, in some cases, we don’t want our code running in two places at once. If, for
instance, we write code that only affects the interface of our application, it wouldn’t make sense
for that code to run on the server. We’'d only want it to run on the client.

To accomodate for this, Meteor comes with a pair of conditionals that we’ll be using throughout
this book to determine what code runs in which environment. You’ll have a much better idea of
when these conditionals are relevant as we progress through the chapters but, once again, follow
along by writing out all of the code.

First, we’ll write a Meteor.isClient conditional beneath the console.log statement that we
wrote a moment ago:

if(Meteor.isClient){
// this code only runs on the client

This conditional allows us to exclusively execute code on the client — from inside the user’s web
browser. To demonstrate this, add a console. log statement to this conditional:

if(Meteor.isClient){
console.log("Hello client");

Save the file, switch to the browser, and notice that this “Hello client” message appears in the
Console. Also notice, however, that the message does not appear inside the command line. This
is because the code is not being executed on the server.
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LNl /| Leaderboard % Y | Person 1 |

& - C [Y localhost:3000 i —

Leaderboard

Hello World

Q [] Elements Network Sources Timeline Profiles » = £ o, =

® W <topframe> w [|Preserve log

Hello world leaderboard. js7@87eey96021cdeaddlaealeledddTderdoeds375:5
Hello client leaderboard. js7@87eey9602 cdeaddlaealeledddTderd5eds375: 8

“Hello client” only appears in the Console.

We can also create the reverse effect by creating a Meteor . isServer conditional:

if(Meteor.isServer){
// this code only runs on the server

Once again, we’ll place a console.log statement inside this conditional:

if(Meteor.isServer){
console.log("Hello server");

Then, after saving the file, notice that the “Hello server” message does not appear inside the
Console, but does appear inside the command line. This is because the code is only being executed
on the server (where the application is hosted).
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®Ce leaderboard — node — 80x24

node

=» Meteor server restarted
I20141829-12:16:04.222(11)7 Hello
=» Meteor server restarted
I20141829-12:19:15.847(11)7 Hello
=» Meteor server restarted
I20141829-12:20:03.378(11)7 Hello
I20141829-12:20:03.379(11)7 Hello
=> Meteor server restartedl

“Hello server” only appears on the command line.

2

P bash

world
world

world
SErver

But if all of this is too much to grasp, just remember two things:

43

1. A single line of code in our Meteor application can run on both the client and the server.
2. Sometimes, we don’t want our code to run in both places.

Like I said, the precise moments where this is relevant will become clearer as we make progress
through the book. For now, just delete the console.log statements we've created, but leave the
conditionals where they are. We’ll be using them soon.
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5.3 Create a Helper

At this point, our “leaderboard” template only shows the static “Hello World” text. To fix this,
we’ll create a helper function, and a helper function is a regular JavaScript function that’s
attached to a template, allowing us to execute code from within our interface.

To begin, we’ll take an old approach to creating helper functions. This approach is deprecated,
meaning it’s no longer officially supported and, by the time you read these words, it may not
work at all. Even so, this older format is easier to teach and understand, and we’ll talk about the
proper approach in a moment anyway.

Inside the JavaScript file, write the following inside the isClient conditional:
Template.leaderboard.player

This is the deprecated syntax for creating a helper function and, here, there’s three things going
on:

First, the Template keyword searches through the templates in our Meteor application. We only
have one template at the moment but a complete application would have many more.

Second, the leaderboard keyword is a reference to the name of the template we created earlier.
Every helper function we create needs to be attached to an individual template. In this case, this
function is attached to the “leaderboard” template.

Third, the player keyword is a name we’re giving to this function. You can choose whatever
name you like but do know that we’ll soon reference it from inside the HTML file.

To attach code to this helper, we can associate it with a function, like so:

Template.leaderboard.player = function(){
// code goes here

Using the word “helper” might make this sound fancy but we haven’t done anything special
here. We’ve created a function, given it a name of player, and by referencing that name, we can
execute this function from inside the “leaderboard” template.

At this point, we’ll add some functionality to the helper function by using a return statement
and passing through a static string:

Template.leaderboard.player = function(){
return "Some other text"

Then we’ll remove the “Hello World” text from the “leaderboard” template and replace it with
the following tag:
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{{player}}

Here, we're using another Spacebars tag, as evidenced by the use of double-curly braces. Notice,
however, that we're not using the greater-than symbol, and that’s because we’re not including
a template. Instead, we’re referencing the name of the player function.

After saving the file, the text from the return statement should appear inside the browser:

® ® | | Leaderboard X Ferson 1
= C  [Y localhost:3000 i —
Leaderboard

Some other text

Q D Elements Network Sources Timeline Profiles » 1 = -ﬂ- El‘x

® W <topframe> w Preserve log
W28141029-12:22:02.601(11) (blaze.js:67) Warning: Assigning logging.js:65
helper with "Template.leaderboard.player = ...  is deprecated. Use
*Template. leaderboard. helpers(...)" instead.

>

Using the deprecated approach to helper functions.

If the text doesn’t appear, there’s either something wrong with the code, or this approach to
creating helpers has been removed from Meteor. If you’re unsure of which it is, check your code
for bugs. If your code is exactly what I've told you to write and it’s still not working, fear not.
Now that you know the old way to create helper functions, we’ll discuss the new way.

Delete all of the code we just wrote and, in its place, write:

Template. leaderboard.helpers

Looks familiar, doesn’t it? We have this Template keyword, which searches through all of the
templates in our application, and we have this leaderboard keyword, which is a reference to
the “leaderboard” template. But what about this helpers keyword? Are we creating a function
named “helpers”? Nope. Instead, this helpers keyword is a special keyword that allows us to
define multiple helper functions in a single block of code. So rather than creating a single helper

function, like so:
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Template.leaderboard.player = function(){
// code goes here

We’d create a block for all of a template’s helper functions:

Template.leaderboard.helpers({
// helper functions go here

});

Then between these curly braces, we use the JSON format to define helper names and the code
associated with those helpers.To create the helper from before, for instance, we could write:

Template. leaderboard.helpers({
'player': function(){
return "Some other text"

1)

And, by using commas, we could create multiple helper functions inside a single block:

Template. leaderboard.helpers({
'player': function(){
return "Some other text"
}
'otherHelperFunction': function(){
return "Some other function"

});

We could then reference these helper functions from inside the “leaderboard” template with the
familiar Spacebars syntax:

{{player}}
{{otherHelperFunction}}

This code might look a little messier than the old, deprecated approach, but that’s only because
we’re dealing with a small amount of helpers. With a larger number of helpers, organising them
like this is the far cleaner approach.
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5.4 Each Blocks

The addition of a helper function to our project means it has become relatively dynamic. The
player function still just returns static text though, when we what we really want is for it retrieve
the documents from the “PlayersList” collection. It’s then that we’ll be able to display a list of
players from within the interface.

To achieve this, change the return statement in the helper function to the following:
return PlayerslList. find()

Here, we’ve replaced the static text with the find function that we covered in the previous
chapter. This function will retrieve all of the data from the “PlayersList” collection and,
because we’ve placed it inside the helper function, this data is now accessible from inside the
“leaderboard” template.

To see this in action switch to the HTML file and remove the tag we wrote before:

{{player}}

This tag does reference the helper function but not in the way we want. Before, our helper
function returned a single piece of data — that string of text — but now, because of the find
function, the helper is returning an array of all of the documents inside the collection. This
means we need to loop through the data that’s returned.

To achieve this, we can use the Spacebars syntax to create an “each” block:

{{#each player}}
test
{{/each}}

Here, there’s a few things going on:

First, all of the documents from the “PlayersList” collection are retrieved based on the reference
to the player function.

Second, we loop through the returned data with this each syntax.

Third, we output the word “test” for each document (player) that’s retrieved. Because there are
six players inside the collection, the word “test” will appear six times within the interface.
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The word “test” appears for each player in the collection.

Conceptually, it’s like we have an array:
var playersList = ['David', 'Bob', 'Mary', 'Bill', 'Warren', 'Tim'];
..and it’s like we’re using a forEach loop to loop through the values within this array:

var playersList = ['David', 'Bob', 'Mary', 'Bill', 'Warren', 'Tim'];
playerslList. forEach(function(){
console.log('test');

});

Within the each block we've created, we can also retrieve the value of the fields inside our
documents. Because we're pulling data from the “PlayersList” collection, we can display the
values from the name and score fields.

To make our list display the player’s names, for instance, we can write:

{{#each player}}
{{name}}
{{/each}}

Here, we can see that, to reference a field, we surround the field name with double-curly braces.
To also display the player’s scores beside their names, we could write:
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{{#each player}}
{{name}}: {{score}}
{{/each}}

But while we won’t bother making this application pretty, we will add some slight structure to
the interface:

<ul>
{{#each player}}
<li>{{name}}: {{score}}</1i>
{{/each}}
</ul>

After saving the file, the names of the players will appear within an unordered list, along with
their scores. By default, the players will be sorted by the date they were inserted into the
collection in ascending order — from the players added first to the players added most recently
— but this is something we’ll change in a later chapter.

® ® [ Leaderboard * Person 1
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An improved interface.



Templates 51

5.5 Summary

In this chapter, we’ve learned that:

+ Meteor takes care of some boring details for us, like using the html tags, and manually
including JavaScript and CSS files.

+ By creating templates, we’re able to connect our interface code to the application logic
inside our JavaScript file.

+ Code within our application can run on the client and the server, which is an underlying
concept for Meteor’s real-time features, but in some cases we don’t want this to happen.
We can use the isClient and isServer conditionals to control where code is run.

« After creating a template, we need to manually include it within our interface. This gives
us control over where and when the template appears.

« By creating helper functions, we can execute code from within a template, thereby creating
a dynamic interface.

« If a helper function returns an array of data, we can interate through that data from within
a template using the each syntax.

To gain a deeper understanding of Meteor:

« Realise that templates can be placed anywhere within our project’s folder. We could, for
example, place our “leaderboard” template in another html file and the reference to {{>
leaderboard}} would continue to work.

« Break your application on purpose. Move the each block outside of the “leaderboard”
template, for instance. Become familiar with errors that you will inevitably encounter as
a Meteor developer. Then you’ll know how to deal with them when they’re unexpected.

+ Create a helper function that uses the find and count function to return the number of
players in the leaderboard. Then display this data inside the interface.

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/bdc8a13de397c0840eaf25ca202932eea2f08103

6. Events

We have a list of players that’s appearing inside the interface but there is no way for users to
interact with this list. This data is dynamically retrieved from a collection but the user will still
probably assume that the web application is static.

We’ll spend the rest of the book fixing this problem but, over the next couple of chapters in
particular, we’ll create the effect of being able to select players inside the list. When a user clicks
on one of the players, the background colour of that player’s 1i element will change.
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6.1 Create an Event

In this section we’ll create our first event, and events allow us to trigger the execution of code
when a user clicks on a button, submits a form, taps a key on their keyboard, or completes a
range of other actions.

As a demonstration, write the following inside the isClient conditional:

Template. leaderboard.events({
// events go here

});

Here, there’s a few things happening:
First, the Template part is used to search through the templates in our application.
Second, the 1eaderboard part is the name of the template we want to attach our events to.

Third, the events part is used to specify that, within the coming block of code, we want to define
one or more events.

If all of this sounds similar to how we created helper functions, that’s because it is basically the
same syntax used in a different context.

Between the curly braces of this events block, we’ll create our first event using the JSON format:

Template.leaderboard.events({
'click': function(){

// code goes here

});

Here, there’s two things going on:

First, we’ve defined the event fype. That’s the click part. Because of this, the code inside
the associated function will execute when a user clicks anywhere within the bounds of the
“leaderboard” template.

Second, we’ve attached a function to this event and, inside this function, we write whatever code
we want to execute when that click occurs.

To see this in action, add a console. log statement inside the event:

Template. leaderboard.events({
'click': function(){

console.log("You clicked something");

1)
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After saving the file, switch to Google Chrome and click anywhere within the bounds of the

“leaderboard” template. With each click, the “You clicked something” message will appear inside
the Console.
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Clicking something.
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6.2 Event Selectors

The event we’ve created is too broad. It triggers when the user clicks anywhere within the bounds
of the “leaderboard” template. That could be useful but, generally, we’ll want code to trigger when
a user does something more precise, like clicking a particular button.

To achieve this, we’ll use event selectors, and selectors allow us to attach our events to specific
HTML elements. (If you've ever used jQuery before, this process will be familiar, but if not, it’ll
still be quite easy to grasp.)

Earlier, we placed 1i tags inside our HTML file:
<li>{{name}}: {{score}}</1li>

The plan now is to change our event so it triggers when the user clicks on one of these 1i elements,
rather than triggers when the user clicks anywhere within the template.

To do this, change our event to the following:

'click 1i': function(){
console.log("You clicked an 1i element");

Here, we've made two changes:

First, we’ve added the 1i part after the click keyword. This means our event will now respond
when a user clicks an 1i element inside the “leaderboard” template.

Second, we’ve changed the output of the console. log statement.

To test this, save the file, switch back to Google Chrome, and notice that the “You clicked a list
item” message only appears when a user clicks on the list items.

There is, however, something we haven’t considered:

What would happen if we had other 1i elements inside the “leaderboard” template that aren’t a
part of the player’s list? That’ll be the case later on but, in our code’s current form, it’d cause a
problem. The event would trigger when we didn’t want it to trigger.

To fix this, we’ll add a player class to our 1i elements:
<li class="player">{{name}}: {{score}}</li>
Then reference this class when creating the event:

'click .player': function(){
console.log("You clicked a .player element");
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Here, we’ve made similar changes to before:

First, we’ve made it so the event will only respond to clicks on elements that have the player
class attached to them.

Second, we’ve once again changed the output of the console. log statement.

After saving the file, the final product won’t appear any different, but if we add other 1i elements
to the template, we won’t run into problems. As such, I'd suggest creating events as specifically
as possible. The more precise they are, the less likely you’ll run into bugs.
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Clicking a player.
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6.3 Summary

In this chapter, we’ve learned:

« When a user clicks a button, submits a form, or completes a range of other actions, we’re
able to trigger the execution of code by using events.

« The most common event type is click but there’s a range of other options available to
make our application interactive in a number of different ways.

« Through the use of event selectors, we're able to attach events to precise elements with a
similar syntax to jQuery and CSS.

To gain a deeper understanding of Meteor:

« Experiment with different event types, including: dblclick, focus, blur, mouseover, and
change. Figure out how these different types behave and try to integrate them with the
Leaderboard application.

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/e70231b55d76e94faa4fe8cc911912be3e819082

7. Sessions

When a user clicks on one of the .player elements inside the “leaderboard” template, a function
executes. Using this function, we want to create the effect of an individual player being selected
after we click them. Specifically, this means that, when the click event is triggered, the
background colour of that .player element will change.

To achieve this, we’ll use sessions, and sessions are used to store small pieces of data that isn’t
saved to the database and won’t be remembered on return visits. This sort of data might not
sound immediately useful but, as you’ll soon see, it does come in handy.
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7.1 Create a Session

To begin, we’ll create our first session, and we can do this inside the click .player event with
the following syntax:

Session.set('selectedPlayer', 'session value test');

Here, we’re using this Session.set function and passing through two arguments:

First, we're passing through a name for the session. This name is used as a reference. In this case,
we're calling our session “selectedPlayer”, but feel free to use whatever name you like.

Second, we’re passing through a value for the session. This is the data stored inside the session
itself. In this case, we're passing through a static value of “session value test” but, in a moment,
we’ll make this session value a lot more interesting.

To prove that our session is doing something, we’ll immediately retrieve the value of the session
with the following statement:

Session.get('selectedPlayer');
The events block should then resemble:

Template. leaderboard.events({
'click .player': function(){
Session.set('selectedPlayer', 'session value test');
Session.get('selectedPlayer');

});

Here, we’re using this Session.get function and passing through the name of the “selected-
Player” session that we created a moment ago.

To output the value of this session to the console, we’ll store this result inside a variable:
var selectedPlayer = Session.get('selectedPlayer');

Then add a console. log statement beneath this line:

var selectedPlayer = Session.get('selectedPlayer');
console. log(selectedPlayer);
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Now, when a user clicks on one of the .player elements, the “session value test” string will be

stored inside a session and then be output to the Console. This isn’t very useful code but it’ll be
much more useful in a moment.
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Creating and retrieving a session.
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7.2 The Player’s ID

When a user clicks on one of the players inside our list, we want to grab the unique ID of that
player and store it inside the “selectedPlayer” session. If you're unsure of what I mean when I
say “the unique ID of the player” though, think back to when we inserted the players into the
“PlayersList” collection. Each time we used the insert function, a random jumble would appear.
This jumble was the unique ID of that player.

To get started, create a “playerld” variable at the top of our click .player event:
var playerId = "session value test";

Here, we’ve made this variable equal to the “session value test” string from before but we can
change this to a dynamic value soon enough.

From there, we’ll modify the Session.set function by passing through this playerId variable
as the second argument. After making this change, the event should resemble:

'click .player': function(){
var playerId = "session value test";
Session.set('selectedPlayer', playerld);
var selectedPlayer = Session.get('selectedPlayer');

The trick at this point is to make the playerId equal to the unique ID of the player that’s been
clicked. This doesn’t require a lot of code but it does require some explanation.

For now, change the playerId variable statement to the following:
var playerld = this._id;

Then, as for the explanation, there’s two things going on:

First, we have a reference to this and, as always, the value of this depends on the context. In
this context, this refers to the player that has just been clicked.

Second, this _id part is the name of the field that contains the unique ID of the player. In the
same way we created a name and score field, MongoDB creates an _id field for each document.
The underscore itself doesn’t have any special significance though.

Because of this change, the following is now possible:

. A user clicks on one of the players.
. That player’s unique ID will be stored inside the playerId variable.
. The value of the playerId variable will be stored inside the “selectedPlayer” session.

BNW N

. The value of the “selectedPlayer” session will be output to the Console.
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To see this in action: save the file, switch to Google Chrome, and click on any of the players in
the list. Their unique ID will appear inside the Console.
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After clicking on David, Bob, and Mary.

Since we don’t need to see the unique ID of the clicked player to appear inside the Console
though, we can simplify our event to the following:

'click .player': function(){
var playerld = this._id;
Session.set('selectedPlayer', playerld);

Here, we're just setting the value of the “selectedPlayer” session.
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7.3 Selected Effect, Part 1

When a user clicks on one of the players inside our list, we want to change the background-color
property of the 1i element that contains that player. This will create the effect of that player being
selected.

To achieve this, we’ll open our project’s CSS file for the first time and create a class named
“selected”. This class should have a background-color property and we’ll just pass through a
value of “yellow”:

.selected(
background-color: yellow;

Next, we’ll switch to the JavaScript file and create a “selectedClass” helper function:

Template. leaderboard.helpers({
'player': function(){
return PlayerslList. find()
}

'selectedClass': function(){
// code goes here

});

(You’ll notice that both of our helpers are inside the same block of code and, as we talked about
before, this is possible with the use of commas.)

As for the content of this function, we’ll make it return the static text of “selected”

'selectedClass': function(){
return "selected"

Note that we need the text being returned by this function to be equal to the name of the class
in the CSS file. So because we named the class “selected” in the CSS file, we're returning this
“selected” text from within the function.

From there, switch over to the HTML file and place a reference to this “selectedClass” function
inside the 1i element’s class attribute:

<li class="player {{selectedClass}}">{{name}}: {{score}}</li>
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Because of this, the “selected” class will be applied to each .player element inside the
“leaderboard” template. The background colour of each element will then be set to yellow:

ece /| Leaderboard x| | Person 1 |
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Mary: 0
Bill: 0
Warren: 0
Tim: 0

The “selected” class is applied to the 1i elements.

This not exactly what we want but it’s an important step.
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7.4 Selected Effect, Part 2

Before we continue, I want to demonstrate something.

Inside the selectedClass helper function, comment out the return statement:

'selectedClass': function(){

// return "selected"

Then write the following:

'selectedClass': function(){
// return "selected"
return this._id

Here, we're referencing this._id and, as with before, we’re doing this to retrieve the unique ID
of the player. Instead of the ID being output to the Console though, it’ll appear inside the class
attribute for the 1i elements. This is not exactly what we want but it’s important to know that,
because the selectedClass function is being executed inside the each block, we have access to
all of the data that is being iterated through.

For proof of this: save the file, switch to Google Chrome, right click on one of the 11 elements,
and select the “Inspect Element” option. You’ll notice that the unique ID of each player now
appears inside the class attribute:
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The unique ID of the players inside each class attribute.

Knowing this, we’ll do a few things:
First, we’ll delete the statement we just wrote since it was only for demonstration purposes.

Second, we’ll uncomment the return statement since we do want the selectedClass function
to return the static value of “selected”.

Third, we’ll create a player1d variable at the top of the function:

'selectedClass': function(){
var playerId = this._id;
return "selected"

And fourth, we’ll create a selectedPlayer variable for the “selectedPlayer” session:
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'selectedClass': function(){
var playerld = this._id;
var selectedPlayer = Session.get('selectedPlayer');
return "selected"

At this point, we can wrap the return statement in the following conditional:

'selectedClass': function(){
var playerlId = this._id;
var selectedPlayer = Session.get('selectedPlayer');
if(playerld == selectedPlayer){
return "selected"

If you’re having trouble following the logic though, here’s what’s going on:

When a user clicks on one of the players in the list, the unique ID of that player is stored inside a
session that we’ve named “selectedPlayer”. The ID stored in that session is then matched against
all of the IDs of the players in the list. Because the player’s ID will always be unique, there
can only ever be a single match, and when there is a match, the static text of “selected” will be
returned by the selectedClass function and placed inside the class attribute for that player’s
1i element. The background colour of that player’s 1i element is then changed to yellow.

o o || Leaderboard b Ferson 1
= C [ localhost:3000 Pk —
Leaderboard

e David: 0

e Bob: 0

+ Mary: 0

o Bill: 0

o Warren: 0

e Tim: 0

After clicking on Bob.

This is the most convoluted example in this book but you only need a basic grasp of sessions to
follow the remaining chapters. You don’t have to “get” everything right away.
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7.5 Summary

In this chapter, we’ve learned that:

« Sessions are used to store small pieces of data that isn’t saved to the database and won’t
be remembered on return visits.

« The precise purpose of sessions might not be immediately obvious but you will find many
uses for them as a Meteor developer.

« To set create a session we use the Session.set function, while to retrieve the value of a
session we use the Session.get function.

« Helper functions and events inside the each block have access to the data that’s being
iterated through. As such, we can retrieve the unique ID of a player when they’re clicked.

To gain a deeper understanding of Meteor:

« Consider how else we might use the “selectedPlayer” session. We have this session that
stores the unique ID of the clicked player. What else can we do with it?

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/82ae5ca517b7ec56d2cbe58f936db959a16adb15

8. Databases, Part 2

There’s a lot more to cover in the remaining pages of this book but we have finished most of the
features from the original Leaderboard application.

The features we’ll work on during this chapter include:
« The ability to increment the score of a selected player.
« Ranking players by their score (from highest to lowest).

« Displaying the selected player’s name beneath the list.

We'll also make it possible to decrement the score of a selected player, which isn’t a feature of
the original application, but it’s a simple addition that will prove quite useful.
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8.1 Give 5 Points

Inside our “leaderboard” template, we’ll create a “Give 5 Points” button that, when clicked, will
increment the score of the selected player.

To begin, place the following HTML inside the “leaderboard” template:
<input type="button" class="increment" value="Give 5 Points">
Make sure this button:

« Is outside of the each block.
« Has a class of “increment”.

The reason we're not giving an ID to this button is because, if we were to include the
“leaderboard” template twice in a single page, having two elements with an ID of “increment”
would cause a problem since the ID is supposed to be a unique value. There’s no need to include
the “leaderboard” template twice in a single page, so this won’t be an issue, but using a class
instead of an ID is still the safer approach in the long run.

To make this button do something, we’ll attach an event to it, and as with before, this can be
done inside the JavaScript file. But to be clear, we don’t need to create an entirely new events
block. We already have an events block for the “leaderboard” template, and because our new
button is inside this same template, we can take the current code:

Template. leaderboard.events({
'click .player': function(){
var playerld = this._id;
Session.set('selectedPlayer', playerld);

});

Then create another event with the use of commas:

Template. leaderboard.events({
'click .player': function(){
var playerld = this._id;
Session.set('selectedPlayer', playerld);
}
'click .increment': function(){

// code goes here

});

This is identical to how we managed multiple helper functions inside a single block of code.

Within the click .increment event that we've created, we’ll need to access the unique ID of the
player that the user has clicked. We’ll then use this ID to find that player inside the “PlayersList”
collection and increment the score of that player’s score field by a value of “5”. To access this
ID, we can use the Session.get function inside the event:
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'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');

Then to see this in action, feel free to create a console.log statement that outputs the unique
ID of the selected player when a user clicks the “Give 5 Points” button:

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
console. log(selectedPlayer);

We’ll use this ID in the next section.

ece /' [ Leaderboard %\ Person 1

& - C [ localhost:3000 iy

e David: 0

e Bob:0

» Mary: 0

o Bill: 0

o Warren: 0
e Tim: 0

* | Give 5 Points

Elements Network Sources Timeline Profiles Resources » = # I:Idx

@ p

W <topframe> w [ |Preserve log
Evw(9gaaGNEHLeuwWs  leaderboard.js?@9dbafff@sfec?sld4fBafdlS1fEObbDIS4bIced 48

After clicking the “Give 5 Points” button, Mary’s ID appears in the Console.
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8.2 Advanced Operators, Part 1

At this point, we want to make it so when a user selects a player from the list and clicks on the
“Give 5 Points” button, the document of that selected player is modified. Specifically, we want
to modify the score field.

To achieve this, remove the console. log statement from theclick .increment event and replace
it with the following:

PlayerslList.update();
This is the MongoDB update function and, between the brackets, we can define:

1. What document we want to modify.
2. How we want to modify it.

First, we’ll make the update function simply select the document we want to modify. We can do
this with a similar syntax to the find function:

PlayerslList.update(selectedPlayer);

Here, we're retrieving the document where the _id field is equal to the ID of the selected player
(the value of which is stored in our session).

The event should now resemble:

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer);

To actually modify the document, we have to pass through a second argument into the update
function that determines what part of the document we want to modify. We could, for instance,
write the following:

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayersList.update(selectedPlayer, {score: 5});

This statement will now:

1. Find the document of the selected player, based on that player’s ID.
2. Update that document by changing value of the score field to “5”.
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But if you test the feature, you’ll notice that it’s broken.
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Try selecting a player in the browser

and clicking the “Give 5 Points” button. YThe name of that player will disappear. The value of
the score field will change, but the name is still gone. The name is not simply hidden, either.

ece | [ Leaderboard

| Person 1 |

&« = C [ localhost:3000

e

David: 0
Bob: 0

25

Bill: 0
Warren: 0
Tim: 0

Give 5 Points

Elements Network Sources Timeline Profiles Resources »

= R O, x

& ¥ <topframe> w [_|Preserve log

> PlayersList.find().fetch();
[+ Object , ®Object , ¥Object
_id: "EvwCS9gaabNEHLeuwWs"
score: 5
»__proto__:

Object
> Object ]
v |

; P Object , wObject ,

Where did Mary go?

Use the find and fetch function inside the Console:

PlayersList.find().fetch();

Then navigate through the returned data to see that the name field no longer exists. There’s only

the _id and score field for this particular document:
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® e | Leaderboard b Person 1

€« C' [ localhost:3000 o

&
{1}

¢ David: 0
+« Bob:0
s :5

« Bill: 0
« Warren: 0

« Tim: 0

. Give 5 Pnints

Q |:| Elements Network Sources Timeline Profiles Resources » = # |:|‘x

& ¥ <topframe> w [_|Preserve log

» PlayersList.find().fetch();

[+ Object , ®Object , ¥Object , P 0Object , »Object ,
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>

Looking at Mary’s document.

This might seem like a bug but this happens because, by default, the MongoDB update function
works by deleting the original document and creating a new document with the data that we
specify. Through this process, the value of the _id field will remain the same, but because we’ve
only specified the score field inside our update statement, that’s the only other field that remains
inside the new document.

To account for this, we need to use a MongoDB operator that allows us to set the value of the
score field without ever deleting the document.

To begin, replace the update function’s second argument with the following:

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer, {$set: });

Here, we have this $set operator that we can use to modify the value of a field (or multiple fields)
without deleting the document. So after the colon, we just pass through the fields we want to
modify and their new values:
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'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer, {$set: {score: 5} });

Because of this change, our update function won’t be completely broken anymore. If we save the
file and switch to the browser, we’ll see that selecting a player and clicking the “Give 5 Points”
button will modify the score field without affecting the rest of the document.

o ® | '] Leaderboard ® Person 1

&« C [ localhost:3000 k¢

Leaderboard

David: 5

Bob: 5

15

Bill: 5
Warren: 0
Tim: 0
Give 5 Points

Setting the score field without breaking anything.

Despite this success though, we still haven’t created the feature that we aimed to create. Because
while our button can set the selected player’s score field to a value of “5”, that’s all it can do. No
matter how many times we click that button, the score won’t go any higher.

To fix this problem, we can use the inc operator:

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer, {$inc: {score: 5} });

Here, the structure is the same. We’ve just replaced the set keyword with the inc keyword. As
a result, when this update function is executed, the value of the score field will be incremented
by whatever value we specify.
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e0® / "\ T Person 1
/| Leaderboard x 4 ) -
€ - C [ localhost:3000 & =

Leaderboard

David: 25

Bob: 5

15

Bill: 5

Warren: 5

Tim: 15
Give 5 Points

It’s now possible to increment the value of the score field.

76
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8.3 Advanced Operators, Part 2

A feature that’s not present in the original Leaderboard application is the ability to decrement
scores. Such a feature would be useful though as it’d mean we could:

1. Penalise players for not playing by the rules.
2. Retract points that are mistakenly awarded.

It’s also a very simple feature to create.

First, let’s create a “Take 5 Points” button inside our “leaderboard” template:
<input type="button" class="decrement" value="Take 5 Points">

As with the “Give 5 Points” button, make sure that it’s outside of the each block and that it has
a unique class attribute. In this case, we’ll name the class “decrement”.

Next, we want to switch to the JavaScript file, copy the click .increment event we created
earlier, and paste this code into the same events block. This event should now appear twice in
the same events block:

Template. leaderboard.events({

'click .player': function(){
var playerId = this._id;
Session.set('selectedPlayer', playerld);

}

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer, {$inc: {score: 5} });

3,

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer, {$inc: {score: 5} });

});

At this point, we only need to make two changes:
First, we’ll attach our event to the button with the class of “decrement”.

Second, we’ll pass a value of “-5” through the inc operator, rather than a value of “5”. This
reverses the functionality of the operator, meaning it will decrement the value of the score field
rather than increment it.

The final code for the event should now resemble:
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'click .decrement': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer, {$inc: {score: -5} });

Our code is somewhat redundant — we have two events that look almost identical — but that’s
something we’ll fix in a later chapter. For the moment, it’s good enough to see that the “Take 5
Points” button works as expected.
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8.4 Sorting Documents

At this stage, our players are ranked by the time they were inserted into the collection, rather
than being ranked by their scores. To fix this, we’ll modify the return statement that’s inside
the player function:

'player': function(){
return PlayersList. find()

First, we’ll pass a pair of curly braces through the find function:

'player': function(){
return PlayersList.find({})

By using these curly braces, we're explicitly stating that we want to retrieve all of the data from
the “PlayersList” collection. This does happen by default, so this statement:

return PlayerslList.find({})
...is technically the same as this:
return PlayerslList. find()

But by passing through the curly braces as the first argument, we’re able to pass through a second
argument, and it’s within this second argument that we can define options for the find function.
One of these options will allow us to sort the data that’s retrieved.

To accomplish this, we can use a sort operator:
return PlayersList.find({}, {sort: })

(Unlike with the set and inc operators, we do not use a dollar sign at the start of the operator’s
name.)

We can then define the fields that we want to sort by. In this case, we want to sort by the value
of the score field:

return PlayersList.find({}, {sort: {score: -1} })
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By passing through a value of “-17, we're able to sort in descending order. This means we’re
sorting the players from the highest score to the lowest. If we passed through a value of “1”, the
players would be sorted from the lowest score to the highest.

o ® | " Leaderboard * Person 1

<« C [ localhost:3000 e

Leaderboard

David: 25
Bob: 15
Bill: 15
Tim: 10
:0
Warren: 0
Give 5 Points Take 5 Points

Ranking players based on their scores.

Based on this change, our players will now be ranked properly inside the interface, but what
happens if two players have the same score?

Take “Bob” and “Bill”, for instance. If they have the same score, Bill should be ranked above
Bob because, alphabetically, his name comes first. Based on the current code though, this won’t
happen. Bob will still be ranked above Bill because he was inserted in the collection first.

What we want to do is also pass the name field through the sort operator and, this time, we’ll
pass through a value of “17:

return PlayersList.find({}, {sort: {score: -1, name: 1} })

The players will still be primarily ranked by the score field, but once that sorting has occurred,
the players will also be ranked by the name field. This secondary sorting of the name field will
occur in ascending order — meaning, from A to Z.
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LNl [ Leaderboard % "\ Ferson 1

€ - C' [ localhost:3000 W

Leaderboard

David: 25
Bill: 15
Bob: 15
Tim: 10
:0
Warren: 0
Give 5 Points Take 5 Points

Ranking based on scores and names.

Based on this change, if Bob and Bill have the same scores, Bill will be ranked above Bob.
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8.5 Individual Documents

When a user selects one of the players, that player’s name should appear beneath the list of
players. This isn’t the most useful feature in the world but:

1. It’s part of the original Leaderboard application.
2. It means we can talk about a couple of Meteor’s features.

To begin, create a new helper function inside the JavaScript file:

'showSelectedPlayer': function(){
// code goes here

This function is called “showSelectedPlayer” and, as with the rest of our helper functions, it
should be attached to the “leaderboard” template.

Inside this function, we’ll need to retrieve the unique ID of the currently selected player, which
can be achieved by referencing the “selectedPlayer” session:

"showSelectedPlayer': function(){
var selectedPlayer = Session.get('selectedPlayer');

Next, we’ll write a return statement that returns the data from a single document inside the
“PlayersList” collection. We could use the find function for this but we’ll instead use the findOne
function:

'showSelectedPlayer': function(){
var selectedPlayer = Session.get('selectedPlayer');
return PlayerslList.findOne(selectedPlayer)

By using this findOne function, we can the unique ID of a document as the only argument. We’re
also able to avoid unnecessary overhead since this function will only ever attempt to retrieve a
single document. It won’t look through the entire collection as the find function would.

With this function in place, we can head over to the HTML file and place a reference to the
function inside the “leaderboard” template. I've placed mine inside a pair of 11 tags at the bottom
of my list:

<li>Selected Player: {{showSelectedPlayer}}</1li>
But if we save the file, we’ll see that the output isn’t quite right, and that’s because our findone

function is retrieving the entire document. As such, we need to specify that we only want to
show the name field. We can achieve this with the use of dot notation:
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<li>Selected Player: {{showSelectedPlayer.name}}</1i>

The interface will now resemble:

o ® | | Leaderboard ® Person 1
e C [ localhost:3000 e =
Leaderboard

+ David: 25

+« Bill: 15

+« Bob: 15

+« Tim: 10

« :0

+ Warren: 0

* Give 5 Points Take 5 Points

+ Selected Player: David

Showing the selected player’s name.

We also want to make sure that we don’t attempt to display data that doesn’t exist. So if a player
isn’t selected, our helper function won’t be executed.

To achieve this, we can create a conditional with the Spacebars syntax:

{{#if showSelectedPlayer}}
<li>Selected Player: {{showSelectedPlayer.name}}</1i>

{{7if}}

Now, if a player hasn’t been selected, this code won’t attempt to run.
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8.6 Summary

In this chapter, we’ve learned that:

+ By default, the MongoDB update function deletes the original document that’s being
updated and recreates it with the specified fields (while retaining the primary key).

+ To change the values of a document without deleting it first, we need to use the $set
operator. This operator will change the value of specified fields.

+ By using the $inc operator, we can increment a numeric value within a field. MongoDB
takes the original value and increases it by a specified value.

« We can reverse the effect of the $inc operator — making it decrement the value of a field
— by using the minus symbol in front of the specified value.

+ By using the sort operator, we're able to sort the results of the find function however we
like. We can also sort using multiple fields.

+ The findOne function will only ever retrieve a single document from a collection. If you
only need to retrieve a single document, this is more efficient than the find function.

To gain a better understanding of Meteor:

« Make it so the “Give 5 Points” button only appears when a user has been selected. This is
how the original application actually works.

« Browse through the “Operators” section of the MongoDB documentation. You’ll see how
much can be achieved with pure MongoDB goodness.

To see the code in its current state, check out the GitHub commit.


http://docs.mongodb.org/manual/reference/operator/
https://github.com/realdavidturnbull/leaderboard/tree/ea3084c7fdbf6a15016ade40d4a635ec972b52f4

9. Forms

We’ve finished creating a replica of the original Leaderboard application, meaning now’s a good
time to start creating some new and original features. These features will:

1. Make the application a lot more useful.
2. Let us play with some of Meteor’s features.

In this chapter specifically, we’ll create a form that allows users to add players to the leaderboard,
along with some other user interface controls.
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9.1 Create a Form

To begin, let’s create a second template known as “addPlayerForm”:

<template name="addPlayerForm">
</template>

Then include this anywhere inside the “leaderboard” template:
{{> addPlayerForm}}
Inside this template, we’ll create a form with two elements:

1. A text field with the name attribute set to “playerName”.

2. A submit button with the value attribute set to “Add Player”.

The template should then resemble:

<template name="addPlayerForm">
<form>
<input type="text" name="playerName">
<input type="submit" value="Add Player">
</form>
</template>

The resulting interface won’t look that pretty but it’s all we need.
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® 00 /T Londorwons <\
& - C [} localhost:3000 v7 =

Leaderboard

David: 25
Bill: 15
Bob: 15
Tim: 10
:0
Warren: 0
Give 5 Points Take 5 Points

Add Player

A form for adding players to the leaderboard.
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9.2 The “submit” Event

So far, we've seen a couple examples of the click event. This event type allows us to trigger the
execution of code when the user clicks on a particular element. In a similar way, we’re able to
use a submit event. This allows us to trigger the execution of code when the user submits a form.

To achieve this, we’ll create another events block inside the isClient conditional:

Template.addPlayerForm.events({
// events go here

});

(We need a new events block because this event will be attached to the “addPlayerForm”
template, rather than the “leaderboard” template.)

When creating the event, define the type as “submit” and the selector as “form”. This means the
event’s function will trigger when the form inside the “addPlayerForm” template is submitted:

Template.addPlayerForm.events({
'submit form': function(){
// code goes here

1)

But why don’t we just use the click event for our form? Won’t most users click the submit button
anyway? That might be the case but it’s important to remember that forms can be submitted in
a range of ways. In some cases, the user will click on the submit button. At other times, they’ll
tap the “Return” key on their keyboard. By using the submit event type, we're able to account
for every possible way that the form can be submitted.

To make sure the event is working as expected, place a console. log inside the event:

"submit form': function(){
console.log("Form submitted");

You’'ll, however, notice that there’s a problem. When we submit the form:

1. The web browser refreshes the page.
2. The “Form submitted” message doesn’t appear inside the Console.

This is something we’ll fix in the next section.



Forms 89

9.3 The Event Object, Part 1

When we place a form inside a web page, the web browser assumes that we want the data from
that form to be sent somewhere else. Most of the time, this is convenient. Forms are usually used
to send data somewhere else. When working with Meteor though it’s not what we want, but
since we’re not defining where the data should go, the web page refreshes.

Knowing this, we must disable the default behaviour that the web browser attaches to forms.
First though, there’s something we need to discuss.

Whenever an event is triggered from within a Meteor application, we can access information
about that event as it occurs. That might sound weird but, to show you what I mean, change the
submit form event to the following:

"submit form': function(event){
console.log("Form submitted");
console.log(event.type);

Here, we’ve passed this “event” keyword through the brackets of the event’s function, and then
we're outputting the value of “event.type” to the Console.

The result of this is two-fold:

First, whatever keyword is passed through as the first parameter of an event’s function becomes
a reference for the event. Because we've passed through the keyword “event”, we're able to
reference the event inside the event’s function using that keyword. You can, however, use
whatever keyword you want. (Many people use “evt” instead of “event”.)

Second, the “event.type” part is a reference to the event object and its type property. As a result,
this code should output the word “submit” to the Console since that’s the event type for event
that’s being triggered.

This doesn’t solve our original problem though because our page still refreshes before anything
is output to the Console. To fix this, use a preventDefault function:

"submit form': function(event){
event.preventDefault();
console.log("Form submitted");
console.log(event.type);

Here, we’re attaching this preventDefault function to our event to prevent the default function-
ality of the form from occurring. This gives us complete control over the form:

1. By the default, submitting the form won’t do anything.
2. We'll need to manually define all of the form’s functionality.
3. The console. log statements will now work.
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Test the form to see that the page no longer refreshes but feel free to delete the console. log
statements since they’re no longer necessary.

[ NN | / D Leaderboard ® Persaon 1

€& = C [} localhost:3000 iy
« Bill: 15
Baob: 15
Tim: 10

e -0

Warren: 0
Give 5 Points Take 5 Points

Add Player

Elements Network Sources Timeline Profiles Resources » = # I:Idx

@|L

W <topframe> w [|Preserve log

Form submitted leaderboard, js?958cc@TI8RA0056eT047ccad447ef 16825007 4: B0
submit leaderboard, js?958cc@TI8AA00a6e7047ccad447ef 16825007 a: 8]

Taking control of the form.
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9.4 The Event Object, Part 2

Now that we have control over our form, we want our submit form event to grab the contents of
the “playerName” text field when the form is submitted, and then use that content when adding
a player to the database.

To begin, we’ll create a variable known as “playerNameVar”:

"submit form': function(event){
event.preventDefault();
var playerNameVar;

}

We’ll then make this variable equal to “event.target.playerName”:

"submit form': function(event){
event.preventDefault();
var playerNameVar = event.target.playerName;
console. log(playerNameVar);

Here, this statement uses the event object to grab the HTML element where the name attribute is
set to “playerName”.

This code won’t work exactly as you might expect though. You’ll notice that the console. log
statement outputs the HTML for the text field:

L L |"| Leaderboard X Person 1

&« C' [9 localhost:3000 3

Bill: 15
Baob: 15
Tim: 10
:0
Warren: 0
Give 5 Points Take 5 Points

Enf
]|

Kyle Add Player

Q [] Elements Network Sources Timeline Profiles Resources Audits | Console | = & 0O, x

® W <topframe> v [ Preserve log

=input type="text" name="playerName"= rd.js? f
9

Grabbing the entire text field.

This is because we need to explicitly retrieve the value property of the text field:
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"submit form': function(event){
event.preventDefault();
var playerNameVar = event.target.playerName.value;
console. log(playerNameVar);

Based on this change, whatever the user types into the “playerName” text field will now be
output to the Console when they submit the form.

® ® [ Leaderboard x | Person 1 |
&~ C' 9 localhost:3000 e —
e Bill: 15
* Bob: 15
o Tim: 10
« :0
s Warren: 0
®  Give 5 Points Take 5 Points
Kyle Add Player
Q, [] Elements Network Sources Timeline Profiles Resources Audits | Console | = ﬁ o,
® W <topframe> ¥ [ Preserve log
Kyle leaderboard. js?77ah965eSedcchb@Secedfddee?245db30coedf: 63

>

Value of the text field appearing in the Console.

As for how to add a player to the leaderboard based on the value of this text field, we’ll once
again use the MongoDB insert function:

PlayerslList.insert({
name: playerNameVar,
score: 0

1)

The only difference is, instead of passing through a hard-coded value to the name field, like
“David” or “Bob”, we're passing through a reference to the “playerNameVar” variable.

At this point, the code for the event should resemble:
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"submit form': function(event){
event.preventDefault();

var playerNameVar = event.target.playerName.value;
PlayersList.insert({

name: playerNameVar,
score: O

});

...and the form will now work as expected.

The user can type a name into the text field, submit the form, and that player will instantly
appear inside the leaderboard (with a default score of “0”).

ece [ Leaderboard ® ) Person 1

i

€& - C  [I localhost:3000 4]

Bob: 15
Tim: 10
:0
Kyle: 0
Warren: 0
Give 5 Points = Take 5 Points

Kyle Add Player

Q Elements Network Sources Timeline Profiles Resources Audits | Console | = &% O, =
& W <topframe> w [ |Preserve log

>

Kyle is added to the leaderboard.
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9.5 Removing Players

Creating the ability for users to add players to the leaderboard was an important step and now
it’s time to create the reverse by making it possible to remove players from the list.

To begin, create a “Remove Player” button inside the “leaderboard” template:
<input type="button" class="remove" value="Remove Player">

As with the other buttons we’ve created, we’ve attached a class attribute to this one and we’ll
use the value of this attribute as a reference in a moment.

Inside the JavaScript file, create an event for this button:

'click .remove': function(){
// code goes here

This event should be placed alongside the other events that are attached to the “leaderboard”
template. (Just don’t forget the commas.)

Inside the event, we need to first retrieve the unique ID of the currently selected player, which
we can do with the “selectedPlayer” session:

'click .remove': function(){
var selectedPlayer = Session.get('selectedPlayer');

Then, to remove the player from the collection, we can use aremove function on the “PlayersList”
collection:

'click .remove': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.remove(selectedPlayer);

We haven’t talked about this function before but all we need to do is pass through the unique ID
of a document as the only argument. That document will then be removed from the collection.

Users will now be able to select one of the players in the list and delete them entirely by clicking
the “Remove Player” button.
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9.6 Summary

In this chapter, we’ve learned that:

+ By using the submit event type, we can trigger the execution of code when a form is
submitted.

o The submit event is used instead of the click event since a form can be submitted in
multiple ways (like tapping the “Return” key).

« We're able to access information about our events from within the event itself. We can
also manipulate the event.

« Web browsers attach default behaviour to our forms, interfering with the code that we
want to execute.

« To disable the default behaviour of web browsers, we need to use the preventDefault
function as the first statement inside our events.

+ As long as our form fields have a name attribute, there’s an easy way to grab the value of
those fields when a form is submitted.

+ By using the remove function and passing through the ID of a MongoDB document, we
can remove that document from the collection.

To gain a deeper understanding of Meteor:

« Make it so, after submitting the “Add Player” form, the content inside the text field is
wiped.

+ Create an alert that asks users to confirm whether or not they really want to remove a
player from the list after clicking the “Remove Player” button.

« Add a “Score” field to the “Add Player” form, allowing users to define a score for a player
as soon as they’re added.

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/56e434d1a2f9dc1ee7fdaaea079d35e97a822611

10. Accounts

Our leaderboard application has a number of useful features but it still only supports a single
leaderboard with a single list of players. This means there can only be one user of the application
at any one time, which is just silly for a web application.

To fix this, we’ll create a user accounts system for the application. With other frameworks, this
can be a difficult thing to do, but with Meteor, it’s one of the simplest things to setup.

With this system in place, we’ll make it so:

« Users can register for and login to the application.
« Logged out users won’t see the “Add Player” form.
« Every user will have their own, unique leaderboard.

But while this sounds like a lot of functionality, it won’t require a lot of code.

96



Accounts 97

10.1 Login Providers

To extend the functionality of our Meteor projects, we can install a range of packages, and
packages are basically plugins that:

1. Quickly add features to our projects.
2. Cuts down on the code we need to write.

By default, every Meteor project has local access to a number of official packages. These are
packages that many Meteor developers will use. There are also thousands of third-party packages,
but since these are beyond the scope of this book, we’ll focus on the official packages.

To begin creating the user accounts system for our application, we’ll add a “login provider”
package to our project. Login provider packages are included with every installation of Meteor
and they make it extremely easy to add the back-end of an accounts system to an application.

Usually, for example, you might expect that the first step in creating an accounts system is to
create a collection for the user’s data:

UserAccounts = new Mongo.Collection('users');

Then you might expect to write the logic for registration and logging in and email verification
and all of that other stuff.

But while you could do all of this manually, it’s not necessary. Instead, we can just switch to the
command line and enter the following command:

meteor add accounts-password

Here, we're adding this “accounts-password” package to our project. This package creates the
back-end for an accounts system that relies on an email and password for registration and logging
in.
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®Ce leaderboard — bash — 80x24
mongod e bash +

Davids—iMac: leaderboard davidturnbull$ meteor add accounts—password
added accounts-password at version 1.8.4
added accounts-base at wversion 1.1.2
added service-configuration at version 1.8.2
added email at wersion 1.8.4
added sha at version 1.8.1
added localstorage at version 1.8.1
added srp at wversion 1.8.1
added npm-bcrypt at version B.7.7

accounts—-password: Password support for accounts
Davids-iMac: leaderboard davidturnbulls fJ

Adding the accounts-password package to the project.
Specifically, this package:

1. Creates a collection to store the data of our users.
2. Provides us with a range of functions that we’ll soon cover.

There’s other login provider packages available that allow users to login to our application
through services like Google and Facebook, but since that adds extra steps to the process, we’ll
stick to an email and password-based system in this book.
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10.2 Meteor.users

After adding the accounts-password package to the project, a collection was created to store the
data of our users. This collection is known as Meteor . users and it works just like any collection

that we might create ourselves.

To demonstrate this, enter the following into the Console:

Meteor .users

You’ll notice that the returned information confirms this to be just a regular collection. The
name of the collection might look a little different with that dot in the middle but that’s the only

difference.

® ® | ' Leaderboard bs Person 1
&« C | [ localhost:3000 e —
Leaderboard

+ David: 25

+« Bill: 15

+« Bob: 15

+ Tim: 10
Q D Elements Network Sources » = -ﬂ- |:|‘>c

& W <topframe> w [ |Preserve log

Meteor.users

b Mongo.Collection {_makeNewID: function, _transform:
null, _connection: Connectieon, _collection:
localCollection, _name: "users".}

Checking out the Meteor . users collection.

With this in mind we can use the familiar find and fetch functions on this collection:

Meteor.users.find(). fetch();

But because there are no registered users at this point, no data will be returned.
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10.3 Login Interface

It’s not difficult to setup the back-end of an accounts system from within a Meteor application,
but what about the front-end? Are we expected to write all of that boring interface code that
allows people to register and login?

Nope.
We can easily create a custom interface, but at this stage, not even that is necessary.

Instead, we’ll add another one of Meteor’s default packages to our project. This package is known
as the “accounts-ui” package and it takes care of the grunt work for us when creating account-
related interface elements.

To install it, enter the following command into the command line:
meteor add accounts-ui

Then place the following tag between the body tags of our interface:
{{> loginButtons}}

Here, we're including this “loginButtons” template. We didn’t create this template but it comes
included with the accounts-ui package. So because we added that package to our project, we
can now include this template anywhere within the interface.

To see what this template contains, save the file and switch to the browser. You’ll notice a
“Sign In” button inside the interface, and when we click that button, a login form and a “Create
Account” link will appear.
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LNl /| Leaderboard x | Person 1 |

€ - C [3 localhost:3000 Fo=

Leaderboard

Close

Email

Password

Forgot password Create account

An instant interface.

This is not just some dummy interface though. It’s not just for show. Already, without any
configuration, it’s fully functional. You can:

 Register.
+ Login.
» Logout.

There isn’t any purpose in logging in and out — users will see the same thing on their screen no
matter what they do — but that’s something we’ll fix soon.

For now, use the find and fetch function on the Meteor . users collection:
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o0 e /| Leaderboard % \§ Person 1
.

€« = C [ localhost:3000

P
I

Leaderboard

hello@ meteortips.com «

+ David: 25
« Bill: 15
+ Bob: 15
+« Tim: 10
« :0
Q, [] Elements Network Sources » = & O, =

® W <topframe> w [|Preserve log

» Meteor.users.find().fetchl);
[* Object ]
_id: "FObHx5JF4siaFMkz3"
¥ emails: Array[1]

v @: Object
address: "hellog@meteortips.com"
verified: false

» __proto__: Object

The first user’s data.

You’ll notice that a document is returned and this document contains the data of the account we
just created. Click on the downward facing arrows to see the data associated with the account.
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10.4 Logged-in Status

One of the main reasons we created an user accounts systems is to stop unregistered users from
seeing content that they’re not supposed to see. In our case, for instance, it doesn’t make sense
that unregistered users can see the “Add Player” form.

To fix this problem, change the “addPlayerForm” template to the following:

<template name="addPlayerForm">
{{#if currentUser}}
<form>
<input type="text" name="playerName">
<input type="submit" value="Add Player">
</form>
{{/if}}
</template>

Here, we'’re creating a conditional with the Spacebars syntax using this currentUser object.
Where does this object come from? Once again, it’s from the accounts-password package and
it works quite simply:

1. If the current user is logged in, currentUser will return true.
2. If the current user is not logged in, currentUser will return false.

As such, the form will only appear to logged-in users.
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10.5 One Leaderboard Per User

Something our Leaderboard application needs is the ability for each user to have their own,
unique leaderboard where they can manage their own list of players without interference from
other users. It might not be immediately obvious about how we go about doing this — and the
most difficult part of programming is usually figuring out how to approach a problem, rather
than the syntax — but the process itself only takes a couple of steps.

To begin, take a look at the submit form event:

"submit form': function(event){
event.preventDefault();
var playerNameVar = event.target.playerName.value;
PlayersList.insert({
name: playerNameVar,
score: 0

});

Then, beneath the playerNameVvar variable, write the following:
var currentUserId = Meteor.userlId();

Here, we're creating this currentUserId variable which stores the value returned by this
Meteor .userId() function. We haven’t talked about this function before but there’s not much
to explain. It simply returns the unique ID of the currently logged in user.

From there, we’ll create a “createdBy” field inside the insert function and pass through the
currentUser1d variable:

PlayersList.insert({
name: playerNameVar,
score: O,
createdBy: currentUserlId

});

As a result, when a user adds a player to the leaderboard, the unique ID of that user will be
associated with the player that’s being added.

To demonstrate how this works:

1. Save the file.
2. Switch to the browser.
3. Add a player to the leaderboard.
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Then, inside the Console, use the find and fetch function on the “PlayersList” collection. Click
on the downward-facing arrow for the latest document and see how the document has this new
createdBy field that holds the ID of the user who added this player to the collection.

o @ | | Leaderboard * Person 1

€ C' [} localhost:3000 ] =

Lmd

ATV UL W

hello@meteortips.com «
» David: 25
« Bill: 15
* Bob: 15
¢ Tim: 10
Q, |:| Elements Network Sources Timeline Profiles »  >= #¥ O, =

® W <topframe> ¥ [|Preserve log

» PlayersList.find().fetch();
[+ 0bject , »Object , ®0Object , »Object , »Object , »Object ,
¥ Object ]
_id: "ryCKGsrkxJBgqwnxwWi"
createdBy: "FObHx5JF4siaFNkz3"
name: "Kyle"
score: @
» __proto_ : Object

Associating a player with a user.

With this foundation, we’ll modify the player function that’s attached to the “leaderboard”
template:

'player': function(){
return PlayersList.find({}, {sort: {score: -1, name: 1}});

First, we’ll setup another currentUserId variable:

'player': function(){
var currentUserId = Meteor.userId();
return PlayersList.find({}, {sort: {score: -1, name: 1}});

Then we’ll modify the find function so it only returns players from the collection where their
createdBy field is equal to the unique ID of the currently logged in user:
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'player': function(){
var currentUserId = Meteor.userlId();
return PlayerslList.find({createdBy: currentUserld},
{sort: {score: -1, name: 1}});

This ensures that users will only see players they added to the leaderboard, creating the effect

that every user has their own, unique leaderboard.

| Person 1 |

ece DLaadarboard L
€& — C' [} localhost:3000 ke

Leaderboard

hello@meteortips.com ~

« Kyle: 0
* | Give 5 Points Take 5 Points Remove Player

Add Player

Only see players that belong to the current user.
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10.6 Project Reset

We have some unnecessary data inside our database. There are some players who aren’t attached
to any particular user, meaning we don’t need them inside our collection.

To wipe the slate clean, switch to the command line, stop the local server by pressing CTRL + C,
then enter the following command:

meteor reset

This will wipe the database clean, giving us a fresh start and making sure that none of the
players in the collection are not attached to a user. It’s also a useful command to know for
future reference, since it’s easy for a database to fill up with useless data during the development
process.
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10.7 Summary

In this chapter, we’ve learned that:

« Packages allow us to quickly add functionality to an application. There are some official
packages, along with many third-party packages.

« “Login Provider” packages are used to create the back-end of an accounts system. We can
create a back-end that relies on an email and password, or on Twitter, or on Facebook, or
a combination of multiple services.

« After adding a login provider package, a Meteor .users collection is created that contains
all of the data of an application’s users.

» Theaccounts-ui package allows us to quickly add a user interface for our accounts system
to an application. You can take a custom approach, but the boilerplate approach is great
for beginners.

+ We can check whether or not the current user is logged in by referencing the currentUser
object inside our templates.

« To access the user ID of the currently logged in user through our JavaScript file, we use
the Meteor .user1d() function.

« Associating the currently logged in user’s ID with each player is how we create the effect
of each user having their own, unique leaderboard.

To gain a deeper understanding of Meteor:

« See what happens when you add a different login provider package to the project. I'd
suggest adding the accounts-twitter package (make sure the accounts-ui package is
also added).

« Browse through the atmospherejs.com directory to check out the many third-party
packages available for Meteor.

To see the code in its current state, check out the GitHub commit.


http://atmospherejs.com
https://github.com/realdavidturnbull/leaderboard/tree/1095be0320fdda60c74715b15fb8024a0e57959d

11. Publish & Subscribe

We’ve built a feature-rich application but we still haven’t talked about security, which is a big
part of developing software for the web. For the most part, I wanted to show you how to build
something quickly with Meteor, but there are a couple of security topics we should cover.

First, let’s talk about publications and subscriptions.

109
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11.1 Data Security

To begin, create two user accounts within your Leaderboard application and, under each account,
add three players to the leadernoasrd. Because of this, six players should exist inside the database
and they should “belong” to a total of two users.

Next, logout of the accounts and, inside the Console, use the find and fetch function on the
“PlayersList” collection:

PlayerslList.find(). fetch();

You’ll notice that, as we’ve seen before, all of the data from the collection is returned. We can see
all of the data that belongs to both of the user accounts. This is actually a problem though. Because
unless we turn off this feature, every user of the application will have this same, unbridled access
to the data in our database. They’ll be able to use the find and fetch functions, and there’ll be
nothing stopping them from seeing all of the data inside the “PlayersList” collection.

o ® | ] Leaderboard * Person 1
= C' 3 localhost:3000 T —
Leaderboard

Sign in =

* | Give 5 Points Take 5 Points Remove Player

Q D Elements Network Sources Timeline Profiles » »= -ﬂ- El‘x
8 ¥ <topframe> ¥ Preserve log

PlayersList. find().fetch();
[» Object , »Object , ®Object , kObject , »Object , W Object ]
»

Accessing all of the data.

This data is not particularly sensitive — it’s not like we’re storing credit card numbers or home
addresses — but if we were storing sensitive data, it’d be unforgivable if someone could open the
Console and navigate through all of the data with complete freedom.

This, however, begs the question:

Why does this feature exist inside of Meteor? If it’s such a huge security risk to access all of
the data inside the collection through the Console, why are we allowed to do it?
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The answer is convenience. Throughout this book we’ve used the find and fetch functions and
they’ve been great tools for managing and observing our data. It’s just that, before we can share
our application with the world, we’ll have to:

1. Disable this default behaviour, limiting access to most of the data.
2. Precisely define what data should be available to users.

These points are what we’ll discuss for the remainder of this chapter.
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11.2 autopublish

The functionality that allows users to navigate through all of the application’s data is contained
within an “autopublish” package that’s included with every Meteor project by default. If we
remove this package, users won’t be able to access any data through the Console. Removing the
package will also break the application though, so we’ll need to take a couple of steps beyond
that point to get it working again.

To remove the autopublish package, enter the following into the command line:
meteor remove autopublish

If you're logged out of both user accounts when the package is removed, nothing will seem
different. But use the find and fetch function on the “PlayersList” collection:

PlayersList.find().fetch();

You’ll notice that we can no longer navigate through the data inside the collection. The only
thing returned is this empty array. It looks like the data has been deleted, although that’s not the
case. It’s just been secured.

But there is a problem. If we login to either of our user accounts, we can see that none of the
data from the database is appearing from inside the interface:

® ® | | Leaderboard * Person 1
€« C [ localhost:3000 7] =
Leaderboard

hello@ meteortips.com «

* | Give 5 Points Take 5 Points Remove Player

Q D Elements Network Sources Timeline Profiles » »= -ﬂ- El‘x

8 ¥ <topframe> ¥ Preserve log

PlayersList. find().fetch();
[]

>

None of the data is available.
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This is because we haven’t just made the data inaccessible via the Console. We’ve made the data
inaccessible from the client as a whole. When a user visits the web application, none of the data
will be accessible in any form.

To fix this, we’ll need to find some middle-ground between the two extremes we’'ve faced —
everything being accessible and nothing being accessible. This means precisely defining what
data should be available to our users.



Publish & Subscribe 114

11.3 isServer

Throughout this book, we’ve mostly been writing code inside the isClient conditional. This is
because we’ve mostly been writing code that’s meant to run inside the browser. All of the code
inside the isClient conditional has, in some way, been linked to one of our templates. There
are, however, plenty of situations where we want to run code on the server.

To demonstrate one of these situations, write the following code inside the isServer conditional
that’s inside the JavaScript file:

console.log(PlayersList.find().fetch());

Here, we've put together a console. log statement that outputs the results of the find and fetch
function. But notice what happens when we save the file:

®Ce leaderboard — node — 80x24

L2

node e bash +

== Meteor server restarted
I120141829-1B:46:21.617(11)7 [ { name: ‘'David’,

I20141829-1B:46:21.619(11)7 score: @,
120141829-18:46:21.619(11)7 createdBy: 'jwoWXPITnAolhzfgX',
I20141829-1B:46:21.619(11)7 _id: 'rcp3FSwBWtLmkpst3' 1,
I20141829-1B:46:21.620(11)7 { name: 'Bob’,
I20141829-1B:46:21.620(11)7 score: @,
120141829-18:46:21.6208(11)7 createdBy: 'jwoWXPITnAolhzfgX',
I20141829-1B:46:21.620(11)7 _id: 'SimdBupjFtybBDSigq' 1,
I20141829-1B:46:21.6208(11)7 { name: ‘'Mary’,
I20141829-1B:46:21.620(11)7 score: @,
120141829-18:46:21.6208(11)7 createdBy: 'jwoWXPITnAolhzfgX',
I20141829-1B:46:21.620(11)7 _id: 'jKfKoADvkphuwhMNMw' 1,
I20141829-1B:46:21.621(11)7 { name: ‘'Warren’,
I20141829-1B:46:21.621(11)7 score: @,
I20141829-1B:46:21.621(11)7 createdBy: 'pfpKyT2YYATnKZd2ZN',
I20141829-1B:46:21.621(11)7 _id: 'gxa9kiRirhDmAGSwS' 1,
I20141829-1B:46:21.621(11)7 { name: 'Tim',
I20141829-1B:46:21.621(11)7 score: @,
I20141829-1B:46:21.621(11)7 createdBy: 'pfpKyT2YYATnKZd2ZN',
I20141829-1B:46:21.621(11)7 _id: 'CtHLCoMMnR53ZMuyH' 1,
I20141829-1B:46:21.622(11)7 { name: 'Bill’,
120141829-1B:46:21.622(11)7 score: @,
I120141020-18:46:21.622(11)7 createdBy: 'pfpKyT2YYATnKZd2ZN',

Retrieving data on the server.

The unsurprising detail is the fact that the output appears inside the command line, since this is
something we covered earlier in the book, but notice that we have no trouble retrieving the data
from the “PlayersList” collection. Even though the autopublish package was removed, we still
have free reign over our data while working directly with the server.

Why?

Well, code that is executed on the server is inherently trusted. So while we’ve stopped users
of the application from accessing data, we can continue to retrieve the data on the server — a
place that users will never have direct access to and, therefore, will remain secure. The usefulness
of this detail will become obvious over the next few sections.
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11.4 Publications

At this point, we want to publish the data that’s inside our “PlayersList” collection, and
conceptually, you can think of this process as transmitting some data from the server and into
the ether. We're just looking to specify what data should be available to the users.

To achieve this, delete the console.log statement from inside the isServer conditional and
replace it with a Meteor .publish function:

Meteor.publish();

Then between brackets, pass through “thePlayers” as the first argument. This argument is an
arbitrary name that we’ll reference in a moment:

Meteor.publish('thePlayers');
Next, as the second argument, pass through a function:

Meteor.publish('thePlayers', function(){
// inside the publish function

1)

It’s inside this function where we specify what data should be available to the users of our
application. In this case, we’ll return all of the data from inside the “PlayersList” collection:

Meteor.publish('thePlayers', function(){
return PlayersList. find()

1)

This code will duplicate the functionality of the autopublish package by returning all of the
data, which is not exactly what we want, but it’s a good first step.
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11.5 Subscriptions

Because of the Meteor . publish function that’s executing on the server, we can now subscribe to
this data from inside the isClient conditional, once again making the data accessible through the
web browser and through the Console. If you imagine that the publish function is transmitting
data in the ether, then the subscribe function is what we use to “catch” that data.

Inside the isClient conditional, write the following:

Meteor .subscribe();

This is the Meteor . subscribe function and the only argument we need to pass through is the
reference we created for the publish function:

Meteor .subscribe('thePlayers');

After saving the file, use the find and fetch functions on the “PlayersList” collection:
PlayersList.find().fetch();

Here, we're once again retrieving all of the data, meaning our application is back to its original

state. This still isn’t what we want but now we’re in a greater position to precisely control what
data is (and is not) accessible.

o ® | ] Leaderboard * Person 1

« C [ localhost:3000 k¢

Leaderboard

hello@metcortips.com «

+« Bob: 0

+ David: 0
@, [] Elements Network Sources Timeline Profiles » = 'ﬂ- I:I‘x
& W <topframe> w [ |Preserve log

PlayersList.find()}.fetch(};
[»Object , »Object , ®0Object , »Object , »Object , »Object ]
> |

Publishing all of the data.
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11.6 Precise Publications

What we want now is for the Meteor . publish function to only publish data from the server that
belongs to the currently logged in user. This means:

1. Logged in users will only have access to their own data.
2. Logged out users won’t have access to any data.

In the end, our application will retain its functionality while being protective of potentially
sensitive data.

To achieve this, we’ll need to access the unique ID of the currently logged in user from inside the
Meteor .publish function. We can’t, however, use the Meteor .user1d() function that we talked
about earlier. Instead, When inside a publish function, we have write:

this.userld;

But even though the syntax is different, the end result is the same. This statement returns the
unique ID of the currently logged in user.

For the sake of readability, place it inside a currentUser1d variable:

Meteor.publish('thePlayers', function(){
var currentUserId = this.userlId;
return PlayersList. find()

1)

Then modify the find function so it only retrieves documents where the createdBy field is equal
to the ID of the currently logged in user:

Meteor.publish('thePlayers', function(){
var currentUserId = this.userlId;
return PlayerslList.find({createdBy: currentUserlId})

1)
Save the file and use the find and fetch functions on the “PlayersList” collection:
PlayersList.find().fetch();

If you're logged in, you’ll only see the data that belongs to the current user’s account, and if
you’re not logged in, you won’t see any data. This is because the return statement inside the
Meteor .publish function can’t return anything without a unique ID for the current user.
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ece /[ Leaderboard

| Person 1 |

€« - C [} localhost:3000

o

bnd | =

hello@meteortips.com v

+ Bob: O

+ David: 0

s Mary: 0

* | Give 5 Points Take 5 Points

Add Player

Remowve Player

Q [

Elements Metwork Sources Timeline Profiles Resources Audits | Console |

= % O, x

© % <topframe> ¥ [|Preserve log
> PlayersList.find().fetch();
[¥ Object
_id: "rcp3FSwBWtlmkpst3"

, Tibject
_id: "SimdBupjFtybBDSiq"

s ¥ Object
_id:

" JKTKoADvkphuvhNMw"

createdBy:

" jwoWXPITnAoIhz fgx"

createdBy:

"jwoWrXPITnA0Ihz Fgk"

createdBy: " jwoWXPITnAoJhz fgX"

name:

“David"

name:

“Bab"

name:

"Mary"

score: @

»__proto__:

Object

score: @

» __proto__:

Object

score: @

» __proto__:

Object
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Returning a limited selection of data.

It’s also important to note that we can now simplify the player function, from this:

'player': function(){
var currentUserId = Meteor.userlId();
return PlayerslList.find({createdBy: currentUserlId},
{sort: {score: -1, name: 1}});

...to this:

'player': function(){
var currentUserId = Meteor.userlId();
return PlayerslList.find({}, {sort: {score: -1, name: 1}});

Why?

Because the return statement inside the player function can only ever retrieve data that’s being
published from the server. Therefore, specifying that we want to retrieve the user’s data in two
places is redundant. We only need to that statement inside the publish function.
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11.7 Summary

In this chapter, we’ve learned that:

« By default, Meteor makes all of the data inside our database available to our users. This is
convenient during development but a big security hole that needs to be plugged.

« This default functionality is contained within an autopublish package. If we remove this
package, our application is more secure, but it also breaks and needs to be fixed.

+ The first step in fixing our application is using a Meteor.publish function inside the
isServer conditional to decide what data should be available.

« Because our Meteor .publish function executes on the server, it continues to have access
to all of our data. This is because code on the server is inherently trusted.

« The second step in fixing our application is using a Meteor.subscribe function from
within the isClient conditional to reference the publish function.

« Inside the publish function, we can’t use the Meteor .user1d() function. We can, however,
achieve the same thing with this.userId.

To gain a deeper understanding of Meteor:

+ In a separate project — and without looking at this chapter — remove the autopublish
package and make it so users can only access data that is meant for them.

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/2efe1510a2b0496b919e7e0c8985b564186c8a03

12. Methods

In the previous chapter, we talked about the first of two major security issues that are included
with every Meteor project by default. That issue was the user’s ability to navigate through all of
the data inside our database until we removed the autopublish package. Based on the changes
we’'ve made, users now only have access to their data.

To demonstrate the second major security issue, enter the following into the Console:
PlayersList.insert({name: "Fake Player", score: 1000});

You'll notice that we’re still able to insert data into the database through the Console. In some
cases, this means a user could:

1. Exploit our application to their own advantage.
2. Fill our database with useless and unwanted data.

Users also have the ability to modify and remove the data that’s already in the database, so by
default, they basically have full administrative permissions.

Once again, this feature is for the sake of convenience. It’s handy to work with the database
through the Console and it’s easier to get a prototype working when we’re not concerned about
security. It is, however, a feature that we’ll need to turn off.

As was the case with the autopublish package, this functionality is contained within a package
of its own. It’s known as the “insecure” package and we can remove it from our project using the
command line:

meteor remove insecure
After removing the package though, we’ll be able to see that:

« We can no longer give points to the players.

« We can no longer take points from the players.
« We can no longer remove players from the list.
« We can no longer add players to the list.

Almost all of the features have stopped working. The insert, update, and remove functions no
longer work from the Console either, so the application is much more secure, but we will have
to fix a few things.

120
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12.1 Create a Method

So far, all of the insert, update, and remove functions have been inside the isClient conditional.
This has been the quick and easy approach, but it’s also why our application was insecure to begin
with. We’ve been placing these sensitive functions on the client, within the browser.

The alternative is to move these functions to the isServer conditional, which means:

1. Database-related code will execute within the trusted environment of the server.
2. Users won’t be able to use these functions from inside the Console since users don’t have
direct access to the server.

The application will once again work as expected but the sensitive code will be completely hidden
from users.

To achieve this migration, we’ll need to create our first methods, and methods are blocks of code
that are executed on the server after being triggered from the client. That might sound weird
though, so this is one of those times where writing out the code will help a lot.

Inside the isServer conditional, write the following:

Meteor .methods({
// methods go here
1)

This is the block of code we’ll use to create our methods. The syntax is similar to how we create
both helpers and events, and as a quick example, let’s create a “sendLogMessage” method:

Meteor .methods({

'sendLogMessage’

});

Then associate it with a function:

Meteor .methods({
'sendLogMessage': function(){
console.log("Hello world");

});

Next, we’ll make it so, when the “Add Player” form is submitted, the code inside this function
will execute after being triggered from the client.

To achieve this, we need to call our method from elsewhere in the code, and we can do this from
inside the submit form event:
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"submit form': function(event){

event.preventDefault();
var playerNameVar = event.playerName.value;
var currentUserId = Meteor.userId();
PlayersList.insert({

name: playerNameVar,

score: O,

createdBy: currentUserlId

});

At the bottom of this event’s function, write a Meteor .call statement:
Meteor.call('sendLogMessage');

Here, we're passing through “sendLogMessage” as the first and only argument. This is how we
choose what method we want to execute once this form is submitted.

At this point, save the file, switch to the browser, and submit the “Add Player” form. The core
feature of this form is still broken but, if you switch to the command line, you’ll see the “Hello
world” message appear each time the form is submitted. The submission of the form is triggering
the method but the actual code inside the method is running on the server.

[ NON leaderboard — node — 80x24
node bash +

m

=> Meteor server restarted
120141820-18:58:00.676(11)7 Hello world

Code executed on the server, triggered when we submitted the form.

You'll see further examples of this during the rest of the chapter.
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12.2 Inserting Data (Again)

To get our application working again, we’ll first move the insert function for the “Add Player”
form from the client and to the server. This means:

1. The insert function will securely execute on the server.
2. Users still won’t be able to insert data through the Console.

When the form is submitted, the insert function will execute within the trusted environment
of the server, after being triggered from the client.

First, change the name of the method to “insertPlayerData”, and also get rid of the console. log
statement:

Meteor .methods({
"insertPlayerData': function(){

// code goes here

});

Next, we’ll need to grab the unique ID of the currently logged in user, and we can set this up as
we’ve done before with the Meteor . userId() function:

Meteor .methods({
"insertPlayerData': function(){
var currentUserId = Meteor.userlId();

});

Then we’ll add a familiar insert function beneath this statement:

Meteor .methods({
"insertPlayerData': function(){
var currentUserId = Meteor.userlId();
PlayersList.insert({
name: "David",
score: O,
createdBy: currentUserlId

});

1)

You’ll notice that we're passing through a hard-coded value of “David” for the name field, which
isn’t exactly what we want, but it’s fine for the moment.

With this method in place, return to the submit form event and remove the statement that sets
the value of the currentUser1d variable, along with the insert function:
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"submit form': function(event){
event.preventDefault();
var playerNameVar = event.target.playerName.value;
Meteor.call('sendLogMessage');

Then change the name that’s being passed through the Meteor .call function:

"submit form': function(event){
event.preventDefault();
var playerNameVar = event.target.playerName.value;
Meteor.call('insertPlayerData');

Based on these changes, the “Add Player” form will now kind of work. If we submit the form,
a player will be added to the “PlayersList” collection. We can only add players named “David”,
but that’s something we’ll fix soon.

® @ | | Leaderboard x Person 1
€« C [ localhost:3000 Sl =
Leaderboard

hello@meteortips.com «

« Bob: 0

s David: 0

s David: 0

s David: 0

s David: 0

« Mary: 0

*  Give 5 Points Take 5 Points Remove Player

Add Player
B

The insert function is sort of working again.

For now, the important part is that, although we can add players to the list again, we still can’t
use the insert function via the Console. We’re gaining control over how users can interact with
our database.
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12.3 Passing Arguments

A problem with our “Add Player” form is that the value of the text field is not being passed into
our method. As such, when we submit the form, the name of the player that’s created will always
be set to “David”.

To fix this, modify the Meteor.call statement by passing through the playerNameVar variable
as a second argument:

"submit form': function(event){
event.preventDefault();
var playerNameVar = event.target.playerName.value;
Meteor.call('insertPlayerData', playerNameVar);

Because of this, we're now able to make our method accept this argument by passing playerNameVar
between the brackets of the method’s function:

Meteor .methods({

"insertPlayerData': function(playerNameVar){
var currentUserId = Meteor.userlId();
PlayersList.insert({

name: "David",
score: O,
createdBy: currentUserlId

});

1)

Then we can reference playerNameVar from within the method as a way of referencing the value
that the user enters into the form’s text field:

Meteor .methods({

"insertPlayerData': function(playerNameVar){
var currentUserId = Meteor.userlId();
PlayersList.insert({

name: playerNameVar,
score: O,
createdBy: currentUserlId

});

});

In the end, here’s what’s happening:
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First, when the form is submitted, the insertPlayerData method is called (triggered) and the
value of the text field is attached to this call.

Second, the insertPlayerData method is executed, accepting playerNameVar as an argument.
We can then reference the value of playerNameVar from inside the method’s function.

Third, the insert function executes inside our method and, because this code is run on the server,
it can run without the insecure package. Unlike a moment ago, this function also uses the value
from the form’s text field for the name field, rather than the hard-coded value of “David”.

L e | | Leaderboard * Persan 1
€« C [ localhost:3000 Jol =
Leaderpoard

hello@ meteortips.com

e Bob:0

o David: 0

o David: 0

o David: 0

s David: 0

« Mary: 0

s Not David: 0

*  Give 5 Points Take 5 Points Remove Player

Mot David Add Player

Creating players with original names.

Ultimately, the form will function as expected, but there’s still no way for users to manipulate
the database through the Console. Our application is:

1. Regaining its functionality.
2. Remaining secure.

It’s the best of both worlds.
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12.4 Removing Players (Again)

In the same way that we created an “insertPlayerData” method, we're going to create a
“removePlayerData” method that we’ll hook up to the “Remove Player” button inside our
interface. As was the case when creating helpers and events, we’ll place our methods in a single
block of code, separated with commas:

Meteor .methods({

"insertPlayerData': function(playerNameVar){
var currentUserId = Meteor.userld();
PlayersList.insert({

name: playerNameVar,
score: O,
createdBy: currentUserlId
1)
}

'removePlayerData': function(){

// code goes here
1)

Then we’ll make two changes to the click .remove event that’s attached to the “leaderboard”
template.

First, we’ll get rid of the remove function:

'click .remove': function(){
var selectedPlayer = Session.get('selectedPlayer');

Then, in its place, we’ll create another Meteor .call statement:

'click .remove': function(){
var selectedPlayer = Session.get('selectedPlayer');
Meteor.call( 'removePlayerData');

We'll pass through the method name of “removePlayerData” as the first argument and the
selectedPlayer variable as the second argument:
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"click .remove': function(){
var selectedPlayer = Session.get('selectedPlayer');
Meteor.call('removePlayerData', selectedPlayer);

We'll then allow our method to accept this argument:

'removePlayerData': function(selectedPlayer)(

// code goes here

...and recreate the remove function inside the method:

'removePlayerData': function(selectedPlayer){
PlayerslList.remove(selectedPlayer);

The “Remove Player” button will now work as expected, but users still don’t have access to any
database-related functions from inside the Console.

o0 e /| Leaderboard % Y | Person 1 |

€ — C [I localhost:3000 97 =

Leaderboard

hello@ meteortips.com «

« Bob: 0

s David: 0

+ Mary: 0

s Not David: 0

*  Give 5 Points Take 5 Points Remove Player

Add Player

Clearing out old data.
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12.5 Modifying Scores

Throughout this chapter, we’ve used methods for the sake of security. We can, however, also use
methods to reduce the amount of code in our application.

To demonstrate this, we’ll take theclick .increment andclick .decrement events and combine
them into a single method. We can do this because the code between these events is quite similar:

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer, {$inc: {score: 5} });
1,
'click .decrement': function(){
var selectedPlayer = Session.get('selectedPlayer');
PlayerslList.update(selectedPlayer, {$inc: {score: -5} });

The only difference is that, in the click .increment event, we're passing a value of “5” through
the inc operator, and in the click .decrement event, we're passing a value of “-5” through the
inc operator.

To improve upon this code, we’ll focus on the click .increment event, and the first step is to
delete the update function from the event and replace it with a Meteor.call function:

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
Meteor.call( 'modifyPlayerScore', selectedPlayer);

Here, we're passing through this value of “modifyPlayerScore”, which is a method we’ll create
in a moment, along with the value of selectedPlayer.

Next, we’ll create this “modifyPlayerScore” method inside the methods block, making sure to
separate the methods with commas:

'modifyPlayerScore': function(){
// code goes here

Also make sure the method can accept the selectedPlayer variable:

"modifyPlayerScore': function(selectedPlayer)({

// code goes here

Then inside the method’s function, we’ll recreate the update function that we deleted a moment
ago:
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"'modifyPlayerScore': function(selectedPlayer){
PlayerslList.update(selectedPlayer, {$inc: {score: 5} });

Based on this code, the “Give 5 Points” button will work as expected. To make the method a lot
more flexible though, return to the click .increment event and pass a third argument of “5”
through the Meteor.call statement:

'click .increment': function(){
var selectedPlayer = Session.get('selectedPlayer');
Meteor.call('modifyPlayerScore', selectedPlayer, 5);

We’ll make sure the method can accept this third argument:

"modifyPlayerScore': function(selectedPlayer, scoreValue)({
PlayerslList.update(selectedPlayer, {$inc: {score: 5} });

Then replace the value of “5” that’s inside this method with a reference to the value of the third
argument:

'modifyPlayerScore': function(selectedPlayer, scoreValue)({
PlayerslList.update(selectedPlayer, {$inc: {score: scoreValue} });

Here, we've replaced “5” with a reference to scorevalue.

Because of this change, this method is now flexible enough that we can use it for both the “Give
5 Points” button and the “Take 5 Points” button.

Here’s how...

First, delete the update function from inside the click .decrement event:

'click .decrement': function(){
var selectedPlayer = Session.get('selectedPlayer');

Second, place a Meteor.call statement inside this event:
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'click .decrement': function(){
var selectedPlayer = Session.get('selectedPlayer');
Meteor.call('selectedPlayer');

Third, pass through the value of the selectedPlayer variable:

'click .decrement': function(){
var selectedPlayer = Session.get('selectedPlayer');
Meteor.call('selectedPlayer', selectedPlayer);

Fourth, pass through a value of “-5” instead of just “5:

'click .decrement': function(){
var selectedPlayer = Session.get('selectedPlayer');
Meteor.call('selectedPlayer', selectedPlayer, -5);

See what we’ve done?

We’ve made it so the utility of the update function depends on what value we pass through as
the third argument for the method:

1. If we pass through “5”, the update function will increment the value of the score field.
2. If we pass through “-5”, the update function will decrement the value of the score field.

We have one method that can work in multiple ways, all the while remaining secure since our
database-related functions are being executed on the server.
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12.6 Summary

In this chapter, we’ve learned that:

« By default, it’s possible for users to insert, update, and remove data from a collection using
the JavaScript Console. This is convenient for development but a big security risk for a live
application.

+ The solution is to move our database-related code to the trusted environment of the server.
Here, users don’t have any direct control.

« To first remove the security risk, we remove the insecure package from the project. The
application will become much more secure but our application will break. None of the
database-related features will work.

+ By using methods, we’re able to write code that runs on the server after it’s triggered from
the client. This is how we fix our application.

+ To create methods, we use a methods block on the server, and can then trigger methods
with the Meteor.call function.

« We can pass data from the Meteor.call function and intoto the method, allowing us to
still use data from our submitted form on the server.

» Methods are not just for security. They’re also useful for combining similar pieces of
functionality into a smaller fragment of code.

To gain a deeper understanding of Meteor:

« In a separate project, remove the insecure package and, from the beginning, place all
database-related code into methods.

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/842894bb6d248a83d351a9c14173a0f61568c7fa

13. Structure

Throughough this book, we’ve placed all of the code for our Leaderboard application into just
three files:

« leaderboard.html
« leaderboard.js
« leaderboard.css

Working like this meant we could focus on the Meteor fundamentals without worrying about
how our code is organised, and our application is ultimately simple enough that we don’t need
other files, but once you start working on projects that are even slightly bigger in scope:

1. You’ll want to spread your code across multiple files.
2. You'll love Meteor’s conventions for structuring a project.

Before we continue though, there’s two things to keep in mind:

First, Meteor doesn’t have hard and fast rules about how to structure your project. This isn’t
like Rails where there’s something inherently expected of you. There are certain conventions
that Meteor encourages but nothing strict that you must do. The structure of your projects will
ultimately depend on personal preference.

Second, people are still figuring out the best practices of Meteor. It’s a young framework and
we can expect to see a lot of evolution over the coming years. For this reason, we’ll cover just
enough to detail for you to judge the different approaches for yourself (and how they apply to
your projects).

This chapter is also going to be different from the ones that came before it since we won’t be
re-structuring the project step-by-step. Instead, I'll share the basic principles of structuring a
Meteor application and the “challenge” is to put those principles into practice yourself. I put the
word challenge in quotation marks though because doing so won’t be difficult. The culmination
of everything we’'ve learned will make setting up a structure quite simple.
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13.1 Your Project, Your Choice

Like I said, Meteor doesn’t have any hard and fast rules about how to structure your project.
Generally, it doesn’t care how your files and folders are organised, and if you want to create
a much larger project with just three files, you can. The code would be a pain to manage but
Meteor wouldn’t care.

With this flexibility, however, comes the paradox of choice. If you’re not constrained to precise
rules, then how should you structure your project? The answer, I think, depends on your
experience as a developer.

If you're a beginner, keep the structure of your projects as simple as possible for as long as you
can. This means spreading your code across just three files until those files become too bloated
to handle. It’s rare for a real-world application to be contained within such a small structure, but
if you're just getting started with Meteor, I just don’t think it’s productive to worry about the
best practices of structuring an application.

You should still keep reading through this chapter — there’s some conventions you’ll want to
follow sooner rather than later — but don’t feel the need to implement every detail right away.
Structure is meant to make your life easier and splitting a tiny prototype of a project across
dozens of files for no particular reason is the opposite of easy. Best practices are also much easier
to learn compared to the fundamentals of developing software, so don’t let purists convince you
that, when making something, you have to make it perfectly. You’re a beginner. You're allowed
to be scrappy while you learn.

When you are ready to add structure to your projects, do it slowly. Take a small, unstructured
project and give it some order. This is much easier than trying to structure a big project from
scratch before you’ve written any code. The more time you spend with Meteor, the better sense
you’ll get of how to structure an application from the beginning, but that’s not a skill that most
people inherently have. It’s a skill you develop.

If you're not a beginner — meaning, if you have web development experience and have had no
trouble following along with this book — then you’ll find the conventions that we’re about to
discuss easy enough to implement right away.
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13.2 Thin Files, Fat Files

When creating a Meteor application, our project’s files can be as “thin” or as “fat” as we want
them to be. This means:

1. We can spread our code across many files.
2. We can pack a little or a lot of code into each file.

For example, let’s consider the leaderboard.html file. It’s not exactly fat, but it does contain
three components that, while connected, don’t need to be contained within a single file:

1. The basic HTML structure of the page (head tags, body tags, etc).
2. The “leaderboard” template.
3. The “addPlayerForm” template.

To account for this project growing larger and more complex, it would therefore make sense to
split these three components into three separate files. You might, for instance, want to:

1. Leave the basic HTML structure in the “leaderboard.html” file.
2. Move the “leaderboard” template into a “leaderboardList.html” file.
3. Move the “addPlayerForm” template into an “addPlayerForm.html” file.

By doing so, you’d have an easier time navigating through the project since each file name tells
us what’s within that file. To be clear though:

1. There’s no further step required on your part. You place your code wherever you want in
your project and Meteor “knows” how to put the pieces together.

2. The file names are arbitrary. There are some “special” file names to be aware of, but we’ll
talk about those in a moment.

You're also free to place files within folders and sub-folders (and deeper structures, too) but there
are certain conventions that encourage certain ways of naming these folders.
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13.3 Folder Conventions

Inside the 1eaderboard. js file, a lot of our code is inside the isClient conditional. If we spread
this code across multiple files though, it’d be inelegant to reuse the conditional over and over
again.

To avoid such a fate, Meteor has a convention where any code that’s placed within a folder
named “client” will only run on the client.

As a demonstration:

1. Create a folder named “client” inside your project’s folder.
2. Create a JavaScript file inside this new folder. You can name it whatever you like.

3. Cut and paste all of the client-side code from the leaderboard. js into the new file, but
without the isClient conditional.

After saving the file, the application continues to work as expected.

Because of this convention, it’s best to place templates, events, helper functions, and the
Meteor .subscribe statement inside a “client” directory within your project’s directory.

On the other end of the spectrum, there’s the convention where any code placed within a folder
named “server” will only run on the server. This is where we’d place our methods, and the
Meteor .publish statement.

After shuffling the code around inside our Leaderboard application, the only code left in the
original leaderboard. js file will be the statement that creates the “PlayersList” collection. We’ll
leave this code outside of the “client” and “server” folders since we need the code to execute
in both environments for it to function correctly. You could, however, move the code to a file
named “collections.js” (or something similar). This would only be for the sake of navigating your
project though. That name has no inherent meaning.
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13.4 Other Special Folders

When you’re just getting started with Meteor, most of your files will probably end up in the
client and server folders. There are, however, some other folder names that can be used for
different purposes:

« Files stored in a private folder will only be accessible to code that’s executed on the server.
The files will never be accessible by users.

« Files stored in a public folder are served to visitors. These are files like images, favicons,
and the robots. txt file.

« Files stored in a 1ib folder are loaded before all other files.

If this seems like too much to remember though, then fear not. These are details worth covering
for future reference but it’ll probably be a while before you need to put them into practice. You
don’t need to juggle every detail at once.
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13.5 Boilerplate Structures

When you’re ready to actively think about how to structure your Meteor application, research
how other people are structuring their applications.

Here, for instance, are three boilerplate structures for Meteor projects:

« meteor-boilerplate
« em
+ Void

These structures do contradict each other but there’s a lot to learn from both their similarities
and differences. Then it’s just a matter of filling in the gaps with your own experiences and
preferences (along with the details of the project that you’re working on).


https://github.com/matteodem/meteor-boilerplate
https://github.com/EventedMind/em
https://github.com/SachaG/Void
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13.6 Summary

In this chapter, we’ve learned that:

« Meteor doesn’t enforce a precise file structure for our projects. There are simply conven-
tions that we’re encouraged to follow.

+ By naming certain folders in certain ways, we’re able to cut down on some application
logic based on how Meteor handles those folders.

To gain a deeper understanding of Meteor:

« Search through other people’s Meteor projects on GitHub and see how real-world
applications are being organised.

« Imagine you’re creating a blogging application (like WordPress). How would you structure
that application? Write it out on a piece of paper.

To see the code in its current state, check out the GitHub commit.


https://github.com/realdavidturnbull/leaderboard/tree/e2f3ab14f0af6836e7b244f9c414c7c40c6922c6

14. Deployment

We’ve made a lot of progress throughout this book. We’ve decided on a project to build, created
all of the fundamental features, and then took it to that next level with various user interface
controls and an accounts system. We even took care of security, which is one of those topics that
most beginners skip past because it’s not terribly exciting.

At this point, we're ready to deploy our application to the web. This is the part where we can
share our creations with the world and have hordes of strangers marvel at our genius.

Deployment isn’t simply a matter of uploading some files to a web server though. In some ways,
it exceeds the scope of this book.

As such, here’s what we’ll do:

First, we’ll deploy our web application to the Meteor.com servers. This is an imperfect approach,
but it’s quick, easy, and free.

Second, we’ll discuss alternative methods of deployment.

I'll write more about deployment in the future but, when you’re just getting started with Meteor,
your time is much better spent hacking together projects.

Having people see your stuff is neat, but it’s not a priority.
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14.1 Deploy to Meteor.com

Meteor provides free hosting to web applications built with the framework. This hosting isn’t
suitable for large-scale applications but, if you’re just looking to share what you've made with a
handful of people, it’s very useful.

To begin, shut down the local server with CTRL + C, and then enter the following into the
command line:

meteor deploy APPLICATIONNAME .meteor .com

Here, we’re using a deploy command and passing through a sub-domain that we’ll use to access
our application from a web browser.

Tap the “Return” key to begin the deployment process. Your application will soon be available
via the specified URL.

To host your Meteor application with a custom domain name, use the following command instead
of the one we just covered:

meteor deploy YOURDOMAINNAME.com

Then set the CNAME of that domain name to origin.meteor.com. If you’re unsure of how to
set the CNAME for a domain name, here’s a few guides for popular domain name registrars:

« NameCheap
« GoDaddy
» Hover

Once the application is live, you’ll be able to deploy updates by using the same command and
sub-domain as the first time around.


https://www.namecheap.com/support/knowledgebase/article.aspx/1031/2/demo-how-to-set-up-a-cname-record
http://support.godaddy.com/help/article/680/managing-dns-for-your-domain-names
https://help.hover.com/entries/21204757-How-to-Edit-DNS-records-A-CNAME-MX-TXT-and-SRV
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14.2 Alternative Solutions

If you’re looking for a more serious, future-proof option for deploying a Meteor application to
the web, here’s a few options to choose between:

Currently, Meteor Up is the tool of choice for deploying applications to a server from the
command line. Here’s how it’s described:

Meteor Up (mup for short) is a command line tool that allows you to deploy any
Meteor app to your own server. It supports only Debian/Ubuntu flavours and Open
Solaris at the moments.

For an unassisted approach to deployment, read “How To Deploy a Meteor.js Application on
Ubuntu 14.04 with Nginx”. The tutorial is long and potentially overwhelming for beginners, but
it’s packed with detail and should give you a deeper understanding of the process.

If you don’t mind waiting for a more elegant solution to deployment, then keep an eye out for
“Galaxy”, which is described as:

...a managed cloud platform for deploying Meteor apps. You have control of the
underlying hardware (you own the servers or the EC2 instances, and Galaxy
manages them for you).

This product is in development by the developers of Meteor, and it should find that perfect blend
between giving you control without making you do all of the grunt work yourself.

Unfortunately, it’s unclear when this product will be released.


https://github.com/arunoda/meteor-up
https://www.digitalocean.com/community/tutorials/how-to-deploy-a-meteor-js-application-on-ubuntu-14-04-with-nginx
https://www.digitalocean.com/community/tutorials/how-to-deploy-a-meteor-js-application-on-ubuntu-14-04-with-nginx

15. What Next?

This isn’t the end. You have reached the final page of this book but there’s so much left to discover
as a Meteor developer.

Here’s a few resources for continued learning:

« Official Documentation - Detailed instruction, right from the source.
« How To Learn Meteor Properly - A detailed roadmap for learning Meteor.
» Meteor Tips - My blog about Meteor.

Also know that, in the future, I'll be releasing more books about Meteor - all of which will
continue to cater toward beginning developers. There’s a lot left to write about so, if you’ve
enjoyed what we’ve covered so far, you can expect to see more in the coming months.

That’s it for now though.
Talk soon,David Turnbull

P.S. If you liked this book, feel free to leave a review on Amazon.com.
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